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## I. INTRODUCTION

In the not too distant future, most factories will be using an integrated, computer aided, design and manufacturing system. There has already been much work performed in Computer Aided Design (CAD) and Computer Aided Manufacturing (CAM) techniques. Although def initions may vary slightly, Ness [Ref. 1] defines CAD and CAM as follows:

Computer Aided Design is the application of computer technology to the design of a product. This includes layouts, detail design, analysis, drafting and formal release of design data.

Computer Aided Manufacturing is the application of computer technology to the fabrication, assembly and verification of a product that does not depend on and cannot productively use specific CAD data.
Expanding on the above concepts, the CAD process consists of product specification and design. CAD may allow for product simulation and performance analysis using computer models. Some pre-manufacturing testing may also be performed. Product layouts may be generated. Increased interest recently has been focused on the use of interactive graphics with CAD; Beeby [Ref. 2] discusses this issue as applied to the construction of the Boeing 767 airplane. Interactive graphics systems allowed the designers of the Boeing 767 to interact with the design system and data in real time. In addition, some design changes were automatically propagated through the entire design relieving the designer of the update responsibility. Beeby [Ref. 2] cites as an example that changes made to the thickness of the spar chord in the wing of the Boeing 767 produced automatic changes in related items such as ribs and clips without designer intervention.

To expand on the CAM process, it is only necessary to look at some of the methods presently used in the manufacture of the Boeing 767. Computer aided tools locate, drill and fasten wing spars. Robots handle sanding and painting tasks. A self-propelled drilling unit travels through the interior of the plane drilling the more than eight thousand holes that are required for seat installation.

However, it is the lack of integration of the design data produced by CAD into the manufacturing process handled by CAM that is our primary concern. The future goal is to build factories in which a network of computer systems is used to support product design, planning and manufacture and thus facilitate faster and more economical production [Ref. 3]. Current CAD and CAM systems are primarily independent and thus unable to effectively communicate with each other. One solution to this problem is to def ine a standard data format which will be accessible to both CAD and CAM. With a standardized data format, future CAD and CAM systems, which are built to use the format, will be able to communicate with each other freely.

For example, Boeing Commercial Airplane Company (BCAC) has introduced a standard geometric data format as part of its CAD/CAM Integrated Information Network that has now become the framework for the Initial Graphics Exchange Specification (IGES) [Ref. 4]. More recently, the International Organization for Standardization (ISO) has been developing the Programmer's Hierarchical Interactive Graphics System (Phigs) standard which is based partially on the Graphical Kernal System
(GKS). Both of these systems demonstrate the intense interest in forcing standardization of data.

Another solution to the communication problem between CAD and CAM is to design a communications interface that could be used with current CAD and CAM systems with little change in their structure. The advantage to this method is there is no massive redesign of CAD and CAM systems required to meet the requirements of a new standard data format.

The purpose of this research is to def ine the software and data requirements that are necessary to integrate CAD and CAM into a fully compatible system by the use of such an interface. We shall call this a Computer Integrated Manufacturing System. The interface will consist of an expert system translator used to link the CAD output data and CAM input data. An example translator will be presented and discussed. This translator will be an enhanced version of the translator first presented in [Ref. 5].

## II. Background

The Expert System Shell Translator design to be proposed in this paper will be based on the concepts of Computer Integrated Manufacturing (CIM) as described in [Ref. 5]. CIM can be defined as the use of integrated computer systems to automate the manufacturing of an item starting with design and continuing through final production [Ref. 6]. Two portions of any future CIM computer system that are widely used today are Computer Aided Design (CAD) and Computer Aided Manufacturing (CAM).

With the introduction of the minicomputer and the increasing power of the microcomputer, signif icant gains have been made in designer productivity and accurracy [Ref. 7]. In addition, newer CAD systems even allow simulation and perfomance analysis. Similar gains are being made in CAM with the advances in sensor technology, computer controlled robot devices and numerically controlled machines. Examples of numerically controlled machines are the tube bending digitizers that automatically measure and record hydraulic tube shapes and then perform multiple tube bends during the construction of the Boeing 767 [Ref. 2]. What is currently missing is a link between CAD and CAM to allow data transfer from one to the other thus allowing a completely automated factory. In an ideal factory, a product would be designed using CAD and then the design would automatically be transformed into a final product with very little human intervention. To even approach such an ideal, a communications path must be established between CAD and CAM. Figure I shows how an Expert System Shell Translator would be used to fill this gap.

An example expert translator system was proposed and partially implemented in [Ref. 5] for the construction of a house. In this paper, we will enhance the translator to demonstrate its feasability using a more realistic product design. In addition, proposed data models for CAD output and CAM input as suggested in [Ref. 5] will be refined as necessary to facilitate the enhancement.


Figure 1. Relationship of Expert System Shell Translator interface to CAD and CAM.

There are at least two reasons for developing the technology to integrate current CAD and CAM systems rather than starting over with a fully integrated CIM system from scratch [Ref. 8]. First, low level manufacturing equipment will most likely be produced by a varied
assortment of manufacturers and will require different hardware and software for control. Second, factories that are interested in increasing automation will be more likely to add to existing equipment to reduce costs. They cannot afford to keep up with the latest in technology and abandon their previous investments. Each of these component systems can be expected to have a wide variety of data management systems.

Therefore, an easily adaptive CIM system structure is required to handle these differences. The translator provides that adaptability by providing the interface necessary to link the various CAD and CAM systems already in use.

## III. Data Output Specification for Computer Aided Design

Figure 2 shows the necessary processing and generation of data performed by CAD.


Figure 2. Processing of data dur ing Computer Aided Design.

Using both the conceptual schema and the data model as input, CAD generates a design schema and the corresponding design data for the product to be manufactured. The conceptual schema provides the hierarchical part_of relationships while the data model acts as a guide for the CAD process.

## A. CONCEPTUAL SCHEMA

Most of our discussion in this section will center on the proposed format for the design data but first lets examine a sample conceptual schema. Figure 3 is the conceptual schema for a generic house
construction application. The conceptual schema provides CAD with the hierarchical part_of relationships between primitive types from which composite objects can be built. Each block in the conceptual schema represents a different primitive.


Figure 3. Conceptual Schema for a gener ic house.

Each part, real or abstract, of a final product house would correspond to an instantiation of some primitive. Instantiation is said to occur when a primitive is copied and that copy refers to an actual part of a design in progress. For example, the living room and bedroom of a house are
different instantiations of the same primitive room while their walls, floors and ceilings would correspond to the primitive face. There is actually a two-way relationship present. That is, if a particular face, face_A, is part of a room, room_1, then room_1 contains face_A. This dual relationship will be used later in the development of the design data. It is also important to note that while a sub_cover must be part of some given face, it is not true that any instantiation of a face must contain a sub_cover. For example, consider a face consisting of unpainted brick attached to a wooden frame. Then the face would consist of a cover (the brick) and a frame. If painted, the brick becomes a sub_cover with the paint acting as a cover.

Primitive types may be defined to any level of abstraction and become the building blocks for the final product design; thus, each conceptual schema is product dependent [Ref. 5]. Those primitive types with dark borders in Figure 3 have named subtypes associated with them. A house may be subtype colonial or ranch for example. A room may have subtype bedroom or bathroom. The use of subtypes allows information about specific configurations of types to be stored for later use. They become a framework on which to build. For example, there are certain characteristics about a bathroom that makes it a bathroom. The subtype bathroom should capture that information which is true for all bathrooms for use in future designs.

The CAD process, guided by the data model, records actual instantiations of the primitive types of the conceptual schema to form the design schema for the product of interest. A particular house design
schema for which our example translator will be based is shown in Figure 4.

The design schema for a product uses inheritance properties to infer some information about the primitive types using known information about related types. Inheritance refers to those cases where there is no need to specify different values for two different types that are related in a specific manner. One type simply inherits the information from the other type. Consider a car being manufactured. If the car has its color specified, then parts of the car such as fenders, doors and hood would inher it that color information. In addition, using both part of and contains relationships, this information is easily passed both up and down the hierarchical structure. The conceptual schema provides the CAD/CAM translator information on how the different building blocks of the final product will fit together.

## B. PROTOTYPE

A prototype can be thought of as a block of memory allocated to store data for any given type (primitives and subtypes). For each different type, a new prototype must be defined since the amount of memory storage required is type dependent. In this way, we can partition our data such that all the facts known about any particular type instantiation can be aggregated in much the same way modern programming techniques allow the partitioning of programs into modules [Ref. 9]. There exists a one-to-one correspondence between the set of all types and the set of all classes or prototypes [Ref. 5].


Figure 4. Design Schema for Housel.

The set of all prototypes for any given conceptual schema will be designed to provide the interface between CAD and CAM with the necessary data to determine all required input for the CAM routines. Now consider the design of a prototype that will allow us to accomplish this task. Figure 5 is an example prototype for the primitive type cover listed in our conceptual schema presented earlier.


Figure 5. Prototype for primitive Cover.

Each prototype has named slots which can be filled in for a particular instantiation of that prototype. These slots contain either relation or attribute data. The slot part of in Figure 5 is for relation data. It relates the cover to a particular face. The slot material type is for attribute data and is used to store material information about the cover.

A blank prototype is also known as an intension or abstract specification. An intension is a meaning of a concept; that is, the prototype for a cover defines what it means to be a cover [Ref. 9]. With the appropriate slots filled in, it becomes an extension of the original prototype [Ref. 5]. An
extension is a concept which corresponds to an actual item which has existed in the past, currently exists or will exist in the future [Ref. 9]. In the above illustrated prototype, the slots material type, height and depth fall under different rules for being filled in as Figure 5 notes. The attribute material type is required to be filled in while depth is optional. Those slots made optional were those that could have a nonsensical value under some circumstances. Consider the depth of a cover of paint. While some number could be given, it would not normally be relevant to the design and construction of a house. Therefore, its value is optional. Careful thought must be given to the use of optional entries during the design of the prototypes. The design and efficiency of the CAD/CAM interface may be dependent on the number of vacant slots allowed. For those cases where the slots may or may not be filled in, the interface will have to consider both cases. The number of vacant slots allowed can have an adverse effect on the number of rules used, the complexity of rules used, or both for the interface system.

The attribute height shown in Figure 5 may be filled in or left blank with the value to be determined for input to the CAD/CAM interface using inheritance rules. Inheritance will be discussed in more depth in the next section.

The format for storing data in a prototype's slots should be kept simple to minimize the effect on the interface design. That is, value information for each slot should consist of only two parts at the most: actual value and units of measurement when required. The attribute/relation that specifies the slot may consist of several parts
itself such as dimensions(height) but should be standard. Using this method, each prototype slot is bound to a specific value based on some standard attribute or relation. For any given product, there will exist a set of attributes and relations for which each prototype will require a subset to define its required slots. Some attributes and relations will be universal to all products while others will be product specific. Consider, for example, property(material type). This would be required knowledge for all products. Now consider the attribute dimensions(height) in relation to spherical product. It has no meaning while the attribute dimensions(radius) does.


Figure 6. Prototype for primitive Face filled in for instantiation face 11.

Figure 6 is an example of a filled in prototype showing extension name, qualifying data and values. This prototype is for a particular face shown
in the house design schema of Figure 4. It represents CAD's knowledge about face 11 . Note that one of the slots violates the rules presented above for simplicity of slot specification. This is the slot for the relationship contains. This type slot allows for a one-to-many relationship between a composite object and its components. This was done for two reasons. First, part_of already provides a simple relation between any two related parts that meets the requirements listed above. Second, the use of multi-values allows CAD to move quickly up and down the hierarchical design schema while conserving storage memory required for each prototype.

## C. SLOT INHERITANCE

Now we consider in more detail how inheritance can be used to determine a slot's value. Inheritance refers to the property exhibited by two prototypes, which due to their relationship, possess slots which must take on the same value as the other's slot.

Face 11, whose prototype is shown in Figure 6, contains cover 1. Figure 7 is a filled in prototype for cover 1 based on known CAD design data. The primitives height and width for cover_1 are not filled in and therefore their values must be determined using inheritance rules when determining the design data for input to the CAD/CAM interface. For this reason, the inheritance rules must be part of the prototype definition. Looking at Figure 7 , the ' $*$ ' indicates that the slot, if left blank, will inherit its value from the face which the cover is part of. Using this method, it is possible to specify an entire chain of primitives from which inher itance can take place. For example, the cover I prototype could have
specified that inheritance from the sub_cover beneath cover 1 would take priority over inheritance from face 11 . In addition, if inheritance from sub_covers was allowed, then ordering of the sub_covers becomes a factor. Using this method for a cover with two sub_covers beneath it, we should first look for the slot value in the sub_cover directly beneath the cover, next check the second sub_cover, and lastly get the value from the appropriate face if not yet successful in finding a value.


* as sttribute may be inherited from face prototype
** 3 a attribute is optional

Figure 7. Prototype for primitive Cover filled in for cover 1.

Part of the CAD process is verifying that the correct values for those slots left blank will be properly inherited for input to the translator.

## D. COORDINATE SYSTEM

In order to specify location information in a prototype, it is imperative that the frame of reference be known by any process using that information. For most products, three frames of reference should suffice.

These are global or world, product and local coordinates. Figure 8 shows the relationship between each of these systems.

Global or world coordinates relate to the real world. For example, the lines of the compass could be used with the $Z$ axis perpendicular to the ground. The product coordinate system expresses location information relative to the product itself and is useful when locating parts on the product regardless of the absolute location of the parts relative to the earth. For large parts that are made up of many smaller parts, the local coordinate system may be used to express the location of the smaller parts relative to the large part.


Figure 8. World, Product and Local coordinate system relationships.

The use of product and local coordinate systems not only eliminates the need for absolute or global location coordinate information under most
circumstances but also provides automatic update of location information during design changes. For example, consider a face, face 1 , that contains a window, window 1 . A design change is made that causes facel to be moved ten feet. If window I's location has been expressed relative to face 1 , then updating face 1 's location will automatically handle window 1 since the relative location for window 1 has not changed.

In addition to specifying locations of various parts, other information about the part's position may be desired. If many flat parts are being used in a product, then the unit vector perpendicular to their surface can be used to gather additional information on how the parts will align in the final product. This vector is called a normal. Figure 9 shows an example of a normal.


Figure 9. Example of a normal vector to a surface.

By definition, a normal is of length I unit, regardless of the units used. In this manner, each flat surface will have one unique normal associated
with it and each normal will specify one and only one surface. It is important to remember that the coordinate system used to express a normal will affect its value and therefore, for a normal to be useful, the coordinate system associated with that normal must be specified.

## IV. Data Requirements for Computer Aided Manufacturing

Figure 9 shows the data flow for a typical CAM process. The Material Requirements Planning Data consists of two parts, assembly instructions and a raw material requirements listing [Ref. 5]. Each of these will be discussed in this section.


Figure 9. Computer Aided Manufocturing dota flow [Ref. 5].

The purpose of the expert system translator will be to provide the assembly instructions and raw material requirements in such a format that will allow it to interface to an automated manufacturing system.

[^0]temperature of application can be important. When gluing two components together, the type glue used, the pressure applied and the drying time become important. These are examples of information that may be generated by the CAM system normally but may also be overridden during CAD. The interface must be capable of passing this information through to the CAM process.

In addition, the assembly instructions will provide sequencing information, the determination of which may require not only the conceptual schema for relation data, but also prototype data. This would be due to information contained in the prototype that affects priority such as space requirements for installation. Figure 10 is an example where this type of information is necessary.


Figure 10. Assembly consisting of parts $A, B$, and $C$.

Part A, part B and part C assemble together to make part D. From the diagram it can be seen that an assembly sequence that attaches part $B$ to
part $C$ and then part $A$ to the pair to form part $D$ will not work since part B will interfere with part A unless sufficient slack exists in the fit to allow part A to slide in from the side. This type of information would not be contained in the conceptual schema.

For some products, component location information during manufacturing is important. Consider an electrical circuit again. Locating components on a circuit board is a very complex problem which is not currently well supported by CAM and ignored during CAD [Ref. 10]. Well placed components makes efficient routing of interconnections a simple task and therefore desirable.

## B. MATERIALS

The other portion of the Material Requirements Planning Data is the raw material requirements listing. Figure 11 illustrates some example output for raw materials, again from the house construction example. The names of each item corresponds to well known building materials. For example, hardboard32 and hardboard34 are both hardboard material but have different dimensions and costs. To calculate requirements for shingle 12 and brick88, effective areas were used. Shingles are overlapped during construction decreasing their effective area covered while bricks have concrete placed between them increasing their effective area.

Based on dimensions of the product, cost per unit of raw materials, and design information about the raw materials of interest, the translator can generate the total amount of raw materials required and the total cost.

| Raw Materials Report |  |  |
| :---: | :---: | :---: |
| 1 tem | Cost | Units Required |
| door 1 | \$16 | 1 |
| window 1 | \$30 | 1 |
| concrete1 | \$1737 | 347.514 |
| wood8 | \$3582 | 434.194 |
| tar_paper 2 | \$841 | 6.73333 |
| mardboard32 | \$211 | 1.54776 |
| hardboard34 | \$147 | 1.54722 |
| hardboard78 | \$200 | 0.694444 |
| hard_wood9 | \$900 | 75 |
| sheath_paper 24 | \$64 | 0.850277 |
| shingle 12 | \$2020 | 1616 |
| brick88 | \$4224 | 3673.2 |
| paint9 | $\$ 8$ | 1.0317 |
| paint 17 | \$4 | 0.551818 |
| paint21 | \$12 | 0.923095 |
|  * Total material cost is $\$ 13996$ * <br>  |  |  |

Figure 11. Raw materials requirements listing.

In addition, information on allowed substitute materials could be kept in the database to take advantage of not only fluctuating cost, but also fluctuating inventory in order to get the most optimal cost product [Ref. 5]. For such a system to work successfully though, it must allow for CAD to specify a no-substitute condition when required.

Using the Material Requirements Planning Data as input, CAM will generate the Scheduling Data necessary for final production. The Scheduling Data may then be used as input to an automated manufacturing system.

## V. Expert System Shell Translator

The Expert System Shell Translator will act as the interface between CAD and CAM. Figure 12 demonstrates how the translator relates CAD data output to CAM required input.


Figure 12. Expert System Shell Tronslator [Ref. 5].

Using the schema data and design data from CAD as input, the translator determines the necessary material requirements planning data to pass to CAM by making use of meta-knowledge and assembly data. A deduction-oriented rule-based system that starts with known facts and deduces new facts is said to exhibit forwards chaining [Ref. 11]. Forwards chaining has the ability to reach many conclusions based on the data which is what we desire for our translator. These new conclusions are then used to search for more facts. When no more conclusions are possible, forwards
chaining is complete. This is just the type structure that would be needed. In addition, the translator performs various standards checks on the CAD data to ensure its correctness. Correctness is used here to imply the data meets all known requirements. These requirements may be based on laws of physics, laws of government, or anything else deemed appropriate.

## A. META-KNOWLEDGE

Meta-know ledge can be defined as knowledge about knowledge [Ref. 12]. It is used to guide the program in the selection of rules to apply. This knowledge may be either implicit or explicit. Explicit meta-knowledge is sometimes employed using meta-rules. Meta-rules are used to guide in the application of other rules. An example would be the case where two possible rules could be applied, rule one and rule two. A meta-rule might state that rule two should be tried prior to rule one for some specif ic conditions. Implicit meta-knowledge is more common but more difficult to handle when changes are made to the program. Figure 13 shows an example of implicit meta-know ledge that could be used in house design and manufacture.

Explicit is the fact that rule number one passes control to rule number three and rule number three uses recursion to find and handle all faces except those facing upwards. Implicit is the fact that when rule three eventually fails, we backtrack to rule number two.

## B. ASSEMBLY DATA

The assembly data must provide sequencing information which makes use of not only the conceptual schema for relational data, but also
prototype data. The conceptual schema gives information on how the components fit together, but the prototype data may give new insight to priorities for those cases where assembly may take several paths. Consider soldering two electrical components, a transistor and a resistor, to a circuit board. The transistor is much more heat sensitive than a resistor normally. Therefore, even though the schema would show no priority for ordering, data contained in the prototype for the transistor would show its heat limitations during soldering and would be used to ensure the resistor was placed on the circuit board first.

```
ascemble(L,face) :-
    assmble1<L, [ ], face).
assemble(L,face) :-
    nember(Face,L),
    normal_Z(Face, 1),
    assertz(operation(comment,'build floor as last step',-,_)),
    contains(Face,L1),
    arsemble2([L1], IL1], face).
assemble1(L,L1, face) :-
    mabmer(Face,L),
    not(normal_Z(Face, 1)),
    delete(Face,L,L2),
    contains(Face,L3),
    assemble1(L2, [L3|L1], foce),!.
```

Figure 13. Use of Meta-Knowledge.

It is important to remember that the term components is being used here in an abstract way. Items such as solder, grease, oil and glue may all be considered components of a product.

Figure 14 is a sample of two assembly rules written in Prolog and used for the example house construction project. Note that both rules make use
of schema data as well as design data to provide sequencing. The schema data allows access to the frame attached to the face currently under construction while design data, in this case normal information, is used to prioritize the frames.

```
/* do foundation frame */
assemble(H,house) :-
    is_o(Yface, face),
    trans_partof(Yface,H),
    normal Z(Yfoce, 1),
    contalns(Yface,L),
    cember(Frame,L),
    is_a(Frame,frome),
    proper ty(Frame, waterial_type, Itype),
    assertz(operation(Fram, assenble,'material typa: ',Mtypa)).
/* do frame perpandiculor to ground */
assemble(H,house):-
    is_o(Yface,face),
    trans_partof(Yface,H),
    normal_Y(Yface,0),
    normal_Z(Yfoce,0),
    contains(Yface,L),
    member(Frame,L),
    is_o(Frame, frame),
    property(Frome,material_typa, Htype),
    assertz(operation(Frane, asseable,'material type: ',Mtype)).
```

Figure 14. Assembly rules for house construction.

In addition to sequencing instructions, assembly data can be used to determine component location. This is a very difficult problem in VLSI design and manufacture and is not well supported. The number of possible placements in many circuits makes an exhaustive search for the ideal placement impossible. In addition, there are many factors controlling placement including temperature limitations, position of edge connectors, position of busses, and speed restrictions which in turn restricts length
of interconnections [Ref. 10]. To find a recommended solution to such a problem, an expert system translator could make use of advanced search techniques currently employed in artificial intelligence programming such as depth-first, best-first or breadth-first. Because this is such a difficult problem, a system might allow a user to interact with it to aid in the search.

## C. STANDARDS DATA

Standards data is used here in a broad sense and represents not only governmental standards required by Federal, State, local and Occupational Safety and Health (OSHA) regulations but also those standards, which if violated, will result in a product that may not function properly.
Governmental requirements have always been with us and include federal, state and local regulations. But with the advent of CAD systems, new product designs have become increasingly complex. For instance, VLSI and multichip systems may be comprised of more than 250,000 gates [Ref. 13]. Due to this increased complexity, it has become increasingly harder to detect design errors prior to manufacture and shipment to customers. Figure 15 shows data put together at IBM which relates circuit errors remaining to rate of errors detected.

It is important to note that there exists a point in time when there is a marked decrease in design error detection even though the number of errors left remains relatively high. Design requirements can be included in the standards data to reduce the number of errors.

For example, in VLSI design, the translator could check for loading of components, power supplies to components and all leads properly
connected. An example of this would be verifying that the fanout of each integrated circuit had not been violated. The fanout of an integrated circuit is the number of gates that may be connected up to one pin of that integrated circuit without over loading the circuit and causing failure. This type of error could produce a product that functioned properly but had a shortened lifespan. It might only be found after numerous customer complaints and by that time the supply stock of the device could be extremely costly to replace.


Figure 15. Error detection in YLSI circuit design [Ref. 7].

## D. LANGUAGE OF CHOICE

The terminology expert system has been used in our discussion on the CAD to CAM translator. True expert systems are written using artificial intelligence languages such as Prolog and belong to the class of artificial
intelligence applications known as knowledge-based systems [Ref. 5]. Figure 16 is an example of the structure of an expert system.


Figure 16. An Expert System [Ref. 13]

Prolog programs are actually rule-based where each rule represents an expert's knowledge of the problem. "Knowing" is reduced to being able to represent symbolically facts about the surrounding environment [Ref. 12]. Data supplied to the expert system is then treated as facts and used to deduce more facts. An interesting feature of some of these rules is their apparent link to rules of thumb; these rules are known as heuristics [Ref. 12].

What are the necessary qualities of an expert system? It must of course properly perform its assigned tasks. The problem is that what is
proper to one expert may not be proper to another. For example, consider two builders each constructing a house of similar design. While most of the assembly priorities for each one would be similar, some differences could exist. If both builders are experts in their field, who is more correct? The advantage of using artificial intelligence languages is the flexibility to allow manufacturers to set their own priorities by modifying the expert system rule base without any change to the CAD or CAM systems in use.

Expert systems also have the ability to explain their path of reasoning, although in today's systems the explanation is usually nothing more than a trace of rules sucessfully being fired. A rule is said to fire if enough facts are known so that the rule is now proven to be true.

When actually constructing an expert system, it is also important that the code be partitioned according to the areas of concern. This is due to the fact that many experts, who would be expected to supply their knowledge to build the system, are limited in the breadth of their knowledge. Therefore, the code should be divided in such a way that each expert has responsibility for only that part pertaining to his area of expertise.

## VI. Example Expert Shell Translator

Appendix $A$ is a diagram of a simple one room house which was used as a basis for this example expert shell translator. The prototypes for the house are based on the conceptual schema of Figure 3 and are shown in Appendix B. The actual prolog computer code for the translator is contained in Appendix C. Appendix D gives the translator output for the house construction example whose design is depicted in Appendix A.

```
part_of(house, room).
part_of(room,fsces).
part_offface,door).
part_of(face, window).
part_of(face,opeming).
part_of(face,00vering).
purL_of(froe, sub_covering).
part_of(f30e,frame).
partor(face,insulation).
trans-purtof(X,Y) = part_of(X,Y),!.
trans_partof(X,Y) = part_of(x,z),
    truns-partof(Z,Y),!.
```

Figure 17. Implementation of Conceptual Schema.

## A. CAD DESIGN DATA

Two of the computer code files in Appendix C are used to store data that would be expected as input to the transiator from CAD. The schema file contains the schema data for the product of interest, in this case a one room house. Figure 17 shows some of the code from this file.

The last two rules in Figure 17 are used to specify transitivity in prolog. Thus, if piece_A is part of piece_B, and piece_B is part of piece_C, these rules would imply that piece_A must also be part of piece_C. The use of such rules precludes the necessity to explicitly declare these relationships for all possible cases.

The design schema and other design data, which are derived from the filled in applicable prototype slots, are contained in the house 1 file. Figure 18 demonstrates the relationship between one sample prototype and its corresponding data in the house l file.

It can be seen that the use of a language like prolog makes it easy to convert the prototype data to usable data for the translator.

## B. STANDARDS CHECKS

The first series of operations performed on the input data by the translator are those necessary to verify all applicable standards requirements are met. Figure 19 contains some of the standards from the standards file in Appendix C that were used for our one room house.

Note that while the width and height standards for doors apply only to a door of type door 1 , the depth standard for doors and the window pane quality standard apply to all doors and windows respectively. This demonstrates the flexibility of the language and our system.

In addition to actual physical checks, two other types of standards data are also contained in the standards file. These are shown in Figure 20.

The first is the comment_for data. For example, consider the rule comment_for(frame,wood,framing); this rule relates any frame made out of a wood product to the comment framing. This allows data that can


| type face |  |
| :---: | :---: |
| name: | face 1 |
| properties: |  |
| $\pm$ finish color |  |
| dimensions: |  |
| height | 115 inches |
| width | 362 inches |
| depth | 1 inch |
| \% |  |
| contains | [sub_cover3, cover 2] |
| normal $X$ | (0) |
| normal_Y | (-1) |
| normal? | (0) |
| part of | room1 |

* $\Rightarrow$ a attribute may be inherited
from the cover prototype

Figure 18. Computer code derived from Prototype data.

```
minimum(door,door 1,width, 32, inches).
minimum(door, door 1, height,6, feet).
maximum(door, door 1, width, 4, feet).
maximum(door, door 1, helght,7, feet).
m inimum(door, -, depth, 2, inches).
maximum(door, -, depth,3, inches).
minimum(pone, -, quality,3).
```

Figure 19. Standards checks.

```
comment(masonry, 'approved methods must be used for building
    masorry malls when outslde air temperature drops below 40
    degrees farentrit').
comment_for (cover, brick, masorry).
comment for (cover, concrete_block,mosonry).
comment_for (sub_cover, brick, masorry).
coment_for (sub_cover, concrete_block,masonry).
coment(framing, grade marks must be clearly visible on all
    froming members for inspection').
comment_for (frame, wood, framing).
check_for(sub_cover, tor_paper, I tor_paper 1, tar_paper2, tar_paper 31)
```

Figure 20. Comments on standards requirements.
only be verified during manufacturing to be output by the translator for the information of the CAM system. Sample output from Appendix $D$ is shown in Figure 21.

```
check for frome frame3
    grade marks must be clearly visible on all framing
    members for inspection
check for sub_cover sub_cover?
check for cover covero
approved methods must be used for building masonry walls then outside air temperature drops below 40 degreas forenheit
```

Figure 21 . Translator output following application of standards comments.

The last data type contained in the standards flle is the check_for. In Figure 20, the rule check_for(sub_cover. tar_paper. [tar_paper 1. tar_paper2. tar_paper31) is used to verify that all sub_covers made out of tar_paper use tar_paper 1, tar_paper2 or tar_paper3. In addition, those types of tar_paper not used are listed as possible material substitutions. These lists of possible substitutions will become important again when determining raw material requirements tater in this chapter. Figure 22 is example output data showing the use of this type standards check.

Note that the design data currently has sub_cover 14 made from tar_paper2. Therefore, the other two types are listed as possible substitutes. For more realistic situations, substitutions of one material may affect other parts of the product. For example, consider a case where
several types of plastic have been listed as acceptable for the product piece in question. However, if a glue is being used on the plastic during the manufacturing process, different plastics may require different glues. Therefore, caution must be used in making substitutions.

```
check for sub_cover sub_cover 14
    sub_cover sub_cover 14 mets requirements; allomed substitutes are:
    - tor_paper 1
    - tar_paper3
```

Figure 22. Listing of substitutions by translator during standards checks.

## C. PRODUCT ASSEMBLY

Once the standards checks have been completed, the translator must determine the product assembly sequence. To build our one room house, we would expect the frame to be erected first. Figure 23 is a listing of prolog rules used to generate the assembly steps for the frame foundation and walls.

The first frame selected for assembly is the foundation. This frame is located by finding a face which is part of the house being built and which also faces away from the ground. The trans_partof(Yface,H) will locate any face that is part of the house represented by the variable $\mathbf{H}$. Then normal_Z (Yface, I) checks if the $Z$ component of the normal to the face of interest is equal to one. If so, then this face is a floor. Figure 24 shows example orientations of normals for our one room house.

```
/* do foundation frame */
assemble(H, house) :-
    is_a(Yface, face),
    trans_partof (Yface, \(H\) ),
    normal Z(Yface, 1),
    contains(Yfoce, \(L\) ),
    member (Frame, L),
    is_a(Frame, frome),
    proper ty (Frame, material_type, Mtype),
    assertz(operation(Frame, assemble,'material type: ',Mtype)).
/* do frome perpendicular to ground */
assemble(H,house) :-
    is_a(Yface, face),
    trans_partof \(\langle Y\) face, \(H\) ),
    normal_Y(Yface, 0),
    normal \(Z(Y\) face, 0\()\),
    contains(Yface,L),
    member (Frame, L),
    is_a(Frame, frame),
    proper ty(Frame, material_type, Mtype),
    assertz(operation(Frame, assemble,'material type: ',Mtype)).
assemble(H, house) :-
    is_a(Yface, face),
    trans partof(Yface, \(H\) ),
    normal_X(Yface, 0\()\),
    normal Z (Yface, 0),
    contains(Yface, \(L\) ),
    menber (Frame, L),
    is_a(Frame, frome),
    property(Frame, material_type, Mtype),
    assertz(operation(Frame, assenble,'material type: ',Mtype)).
```

Figure 23. House sample assembly rules for translator.

Any normal parallel to a coordinate axis will have that axis' component equal to one in value if it points in the positive direction along the axis and equal to minus one if it points in the negative direction. For the example house, only the normals to the faces contained in the roof do not meet these requirements. It is not necessary that any face meet this requirement; it has been done only to simplify the example.


Figure 24. Use of normal vectors for house construction.

Once the floor frame is in place, the second and third rules in Figure 23 locate the wall frames and add them to the assembly list. The second rule looks for faces with normals parallel to the $X$ axis by specifying that the $Y$ and $Z$ components of the normal are equal to zero. Similarly, the third rule locates those faces parallel to the $Y$ axis. In prolog, backtracking will force these rules to be tried until no more valid solutions are found. In this way, we locate all faces meeting the
specifications of each rule. Therefore, we only need be sure that each rule does indeed fully state all specifications of concern.

In Figure 25, the rules which generate assembly data for the ceiling and roof are shown.

```
/ \({ }^{*}\) ceiling frame */
assemble(H,house) :-
    is_a(Yfoce, face),
    trans partof (Yface, \(H\) ),
    nornal Z(Yface, -1),
    contains(Yface,L),
    member(Frame,L),
    is_a(Frame, frame),
    property(Fram, material_type, Mtype),
    assertz(operation(Frase, asseble, naterial tupe: "Mtupe)).
f roof frose
ascenble(H, house) :-
    is_a(Roof, roof),
    trans partof (Roof, \(H\) ),
    is_a(Yfoce, face),
    trans partof(Yface, Roof),
    contains (Yface, \(L\) ),
    maber(Frame,L),
    is a(Frame, frame),
    propertu(Frame, material_type, Mtype),
    assertz(oparation(Frame, assenble,'material type: "Mtype)).
```

Figure 25. Assembly rules for roof and cailing.

The only notable difference from our previous rules in Figure 23 is that faces associated with the roof are located by using the contains relation associated with the roof. This is a better method than using normals since the normal vector for a roof face can vary so much depending on the design of the house. The only framing now left to be performed is for the windows and doors. Figure 26 lists the rules that handle these two cases.

Both rules again check only parts of the house of concern. For the door, we determine its material and the two faces to which it is attached and save this information in assembly data. The same is done for the window except now the sill is treated as its frame. Again, both rules allow backtracking to get all occurrences of windows and doors as will all the assembly rules.

```
assemble(H, house) :-
    is_a(Door, door),
    trans_partof(Door, H),
    property(Door, material_type, Mtype),
    assertz(operation(Door, asseble, 'material type: ',Mtype)),
    gatfaces(Door, Face 1, Face2),
    assertz(operations' ',' - attach to: ',Face1,Face2)).
assemble(H, house) :-
    is_a(H, window),
    trans -partof \((\mathrm{H}, \mathrm{H})\),
    contains(H,L),
    nember (Sill,L),
    is_a(sill,sill),
    assertz(operation(SIII, assemble, 'window sill for: ', H)),
    get_foces(H, Face 1, Foce2),
    assertz(operation("', - attach to: ',Face1,Face2)).
```

Figure 26. Assembly rules for windows and doors.

With all the framing in place, the faces must now be constructed. Figure 27 gives the code to handle this. Note that first the exterior and roof are performed, and then the interior room itself. For each area, the contains relation is used to get a list of all parts, including faces, of each and the information is passed to an assemble(L,face) routine to erect only the faces. This is actually a series of routines that use both backtracking and recursion to determine the assembly data. Figure 28 gives the routines that start the process.

```
assemble(H,touse) :-
    is_a(E, exterior),
    trans_partof(E,H),
    contains(E,L),
    assemble(L, face).
assemble(H,house) :-
    is_a(R,roof),
    trans-portof(A,H),
    contains (R,L),
    assemble(L,face).
assemble(H,house) :-
    is_a(R,room),
    trans_partof(R,H),
    contains(R,L),
    assemble(L, face).
```

Figure 27. Assembly rules for house faces.

```
assemble(L, face) :-
    assemble1(L, [ ], face).
assemble(L,face):-
    member (Face, L),
    normal Z(Face, 1),
    assertz(operation(comment, 'build floor as last step', (,_)),
    contains(Face,LI),
    assenble2(IL11, IL1], face).
assemble1(L,L1, face):-
    member (Face, \(L\) ),
    not (normal Z(Face, 1)),
    delete(Face, L,L2),
    contains(Face,L3),
    assemble1(L2, IL3|L1], face),!.
assemblel(L,L1, face):-
    assemble2(L1,L1, face),!.
```

Figure 28. Assembly rules to prioritize and obtain face data.

The first and second rules in the list handle two different cases, non-floors and floors respectively. Any face pointing directly upward is considered a floor, of which, for our simple example, there is only one. The first rule takes precedence over the second rule and calls the third rule in Figure 28. The third rule simply finds all faces which are part of the area of concern but are not facing upward. Looking at the left side of the third rule, assemblel( $L, L 1, f a c e$ ), $L$ is the set of parts determined using the contains relationship earlier and LI is a set which we will construct. LI is initialized to empty when the first rule calls the third rule. When the third rule finds a face meeting its requirements, the contains relation is again used to determine the parts of the face. This set of parts is added to LI and assemblel recursively calls itself looking for more faces. When none are found, we fall through to the fourth rule which calls assemble2. The I symbol at the end of the assemblel rules is there to prevent backtracking into them. We may only proceed forward into these rules. Backtracking is not necessary since we exit these rules only when all faces meeting our specifications are found.

Looking again at the second rule in Figure 28, we put only one face in the list at a time and backtracking is necessary in the case where there is more than one possible floor face. This may or may not be desirable depending on the house design. For the other faces though, a list of all faces in the area of concern is created using recursion to allow a search for common building materials to better organize the assembly data.

Figure 29 shows the rest of the routines necessary to complete the face assemblies. Note that assemble2 will recursively call itself until

```
assemble2(Full \perp, L, face) :-
    member(Face,L),
    delete(Face,L,L1),
    member (I ten, Face),
    is_a(I tem, sub_cover),
    property(I tem,material_type,Mtype),
    operation(Y,_,_,Mtype),
    menber(Face 1,Full \perp),
    member (Y,Face 1),
    assertz(operation(I tem, assemble,'material type: ',Mtype)),
    delete(Item,Face,Face2),
    assemble2(Full\,IFace2|L1],face),!.
assemble2(Ful|\perp,L,face):-
    member (Face,L),
    delete(Face,L,L1),
    member(I tem,Face),
    is_a(I tem,sub_cover),
    property(I tem,material_type, Mtype),
    assertz(operation(Item, assemble,'material type: ',Mtype)),
    delete(I tem, Face, Face1),
    assemble2(Full_.(Face1ILII.face).!.
assemble2(Full\perp,L, face) :-
    member(Face,L),
    delete(Face,L,L1),
    member(I tem,Face),
    is_a(Item,cover),
    property(I tem, material_type,Mtype),
    not(liquid(Mtype,paint,-,-,-,-,_)),
    operation(Y, -, ,,Mtype),
    member(Face 1, Full_\perp),
    member(Y,Face 1),
    assertz(operation(I tem, assemble,'material type: ',Mtype)),
    delete(I tem,Face,Face2),
    assemble2(Ful|\perp, [Face2|L1], face),!.
assemble2(Full\perp,L, face) :-
    nember(Face,L),
    delete(Face,L,L1),
    member(I ten,Face),
    is_a(I tem,cover),
    property(I tem, material_type, Mtype),
    not(I iquid(Mtype,paint,-,-,-,-,-)),
    assertz(operation(Item,assemble,'material type: ',Mtype)),
    delete<ltea, Face, Face1),
    asseable2(Fu|I\perp, (Face1|L1], face),!.
assemble2(Full|,L,face).
```

Figure 29. Assembly rules to get list of covers and sub_covers.
there are no face parts left. It then falls through to the last rule which succeeds and thus exits. Again, no backtracking is allowed or necessary.

The first two rules in Figure 29 search for all sub_covers letting those sub_covers made up of material already used in the area of concern take priority over material not yet used. This is accomplished by searching through all the current operation predicates looking at all sub_covers already asserted that used the same material. If a sub_cover is found, then a search is performed over the list of all sub_covers in the area of concern to attempt a match. If a match is found, then that material has already been used and it will take priority. If no match is found, then the next sub_cover in the next face is listed in the assembly data.

The third and fourth rules provide a similar function for the covers except that covers made from paint are not yet allowed to be listed. The painting will be performed at the end of the house construction to prevent damage to the finish.

The house is now close to completion. The window panes are inserted into place, the windows and doors are painted, and the doors are installed using the appropriate doorknobs and hinges. Now is the time to complete the painting of the faces that was previously skipped over. Figure 30 shows the rules that handle this.

Note that first the roof is painted, then the exterior and then last we paint any rooms. The paint_face routines are similar to what we have already seen. First, the ceiling, if one exists in the area currently being taken care of, is painted. Then the walls are painted and next the floor is
painted. Any face left over is painted at the end. This handles slanted surfaces such as the faces of the roof. The one room house is now fully constructed.

```
assemble(H, house) :-
    is_0(R,roof),
    trans_partof(A,H),
    contains(R,L),
    paint_foce(L).
assemble(H, house) :-
    is_a(E, exterior),
    trans_partof(E,H),
    contains(E,L),
    paint_face(L).
assemble(H,house) :-
    is_0(R,room),
    trans_portof( }R,H)\mathrm{ ,
    contains(R,L),
    palnt_face(L).
```

Figure 30. Assembly rules to generate paint data.

## D. RAW MATERIALS LISTING

With the assembly data finished, the translator must now determine the raw material requirements to build the house. It does this by calling on the raw_materials_needed rules. All the rules work in much the same manner. They first determine what extension is being considered, then the material of concern associated with this extension, and last the dimensions of this extension or area. All dimensions and areas are converted to a common unit of measurement prior to calculations.

Those parts of the house associated with a face extension such as cover and sub_cover call a routine get_area to determine the surface
area involved. This special routine is necessary since faces may have areas such as doors, windows and openings which subtract from the total area of the face to be covered. This is handled by calculating a negative area for each face to be subtracted out prior to material requirements calculations. This negative area is then asserted as a fact for each face prior to actual entry into the raw_materials_needed routines. An example calculation routine is shown in Figure 31.

```
rom_materials_needed :-
    is_a(Extens, sub_cover),
    dimension(Extens, depth,Th, Thunits),
    property(Extens,materiai_type, Material),
    materiairMaterial, ,Ht,Htunits,Hd,Hthnits, Dp,Dpunits,
        -,-,-,-, Cost),
    match(Ht,Htunits, Hd, Hommits, Dp, Dppmits, Th, Thunits, Act_Ht,
        Units1,Act_Hd,Units2),
    get_area(Extens, Prea,Units),
    convert(fct_Ht, Units 1, Act_Ht2, Units).
    comert(Act_Hd, Units2, Act_Hd2, Units),
    Mna_lnits is (Prea / (Act_Ht2 * Pct_H+2)),
    Tot_Cost is (M)
    add_moterial(Material, Mm_لlnits,Tot_Cost), fail.
```

Figure 31. Example material colculations for a sub_cover.

One aspect of how the above example works not yet mentioned is the call to match. This rule attempts to find a match between the dimensions of the material to be used and the thickness of the sub_cover within a tolerance band. This is then used to determine the orientation of the material within the sub_cover. For example, if a board, measuring two inches by four inches by four feet, is used to build a sub_cover which is four inches thick, then the two inch dimension would be used for area calculations. This type of check is necessary since the dimensions height,
width and depth are based on the view of the person determining the values.

Once the units of material required and cost are determined, these values are added to the total by calling add_material. This rule first checks for any previous data on this material. If some is found, then a new total is calculated and saved. Otherwise, a new fact on the material of concern is created and saved.

The only other unusual calculation performed during the material calculations is the one to determine the frame requirements along the center of the roof, between the roof and the ceiling. We need the height of the roof above the ceiling to make this calculation. This is easy to do though since the normal vectors for the roof faces are known. It turns out that each component of the normal is equal to the cosine of the angle created by the intersection of a line parallel to that component's axis and the plane containing the other two axis [Ref. 14]. Figure 32 demonstrates this concept. In Figure 32, the $Z$ component of the normal vector is equal to the cosine of the angle created by the intersection of the normal and the plane containing the $X$ and $Y$ axis. With this fact, we can calculate the angle of intersection, Beta, of the roof and the house. Using the dimensions of the roof faces, it is now possible to determine the height of the roof above the ceiling since $\boldsymbol{\operatorname { s i n }}$ (Beta) is equal to the height of the roof above the ceiling divided by the length of the roof face.

Once the amount of materials required and their costs have been determined, a Raw Materials Report is output. The report lists units
required for each material item and that item's cost. Following the list of individual items is a total cost. Figure 11 gave a listing of this output.


Figure 32. Distance of a normal vector along a plane.

After the initial Raw Materials Report, the example translator examines possible material substitutions reported during the standards checks and makes each substitution, one at a time, to generate a new report. Figure 33 is an example of a modified Raw Materials Report output by the translator. It shows the cost for parts when sub_cover 14 is made out of tar_paper 1 in place of tar_paper 2.


Figure 33. Rav Materials Report vith substitution.

## IV. Conclusions and Recommendations

## A. CONCLUSIONS

The goals of this research were to determine the design requirements for a generic CAD to CAM translator, design and implement a CAD to CAM translator for a particular product and in the process determine data requirements for CAD output and CAM input.

A conceptual schema is a useful tool with which to model the product to be constructed. A simple hierarchical structure for the conceptual schema results in a design schema in which the translator can easily move from part to part, whether the part is abstract or real. Prototypes provide an ideal abstract model of the product design data to be used as input to the translator.

Artificial intelligence (AI) or iented languages such as Prolog can readily use prototype structured data, even using slot inheritance to fill in unspecified values. In addition, many search methods have been designed and implemented using Al methods and they can provide powerful solutions to difficult problems such as the positioning of integrated circuits on an electronic circuit board. Their two drawbacks, when compared to other languages currently in use today are speed and availability. This is currently being remedied with the recent releases of affordable compiled versions of artificial intelligence languages designed for micro-computers.

The translator is capable of performing certain standards checks on the design data, passing assembly information through to CAM and also
material requirements. The translator can also pass information that is useful to CAM at the time of production but cannot be verified prior to actual product construction such as temperature specifications. In addition, material substitutions can be recommended. Using Al's search techniques, the translator can search for the best material combination while at the same time checking for the effects of material substitution.

## B. RECOMMENDATIONS

The next step in this research is to use an actual operating CAD system to generate the design data and schema data for input to an expert translator. The test products designed by that CAD system should be ones for which there exists a product CAM system for additional research.

## APPENDIX A

## HOUSE 1 DESIGN
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## Parallel to $X$ axis



## Parallel to $Y$ axis





## Parallel to $X$ axis



Parallel to $Y$ axis

## APPENDIX B

## PROTOTYPES


** => attribute is optional


*     * = a attribute is optional

* = attribute may be inherited from face prototype

* = > attribute may be inherited
from cover prototype

** => attribute is optional


$$
\begin{aligned}
& \text { * => attribute may be inherited } \\
& \text { from cover prototype }
\end{aligned}
$$

** $\Rightarrow$ ) items made from the same prototype are listed according to the ir position in the face

| type door |  |
| :---: | :---: |
| name: |  |
| properties: |  |
| material type |  |
| finish type |  |
| finish color |  |
| knob type |  |
| hinge type |  |
| , |  |
| dimensions: |  |
| height |  |
| width |  |
| depth |  |
| \%3")3 | 3 |
| face |  |
| face |  |
| coordinates_X |  |
| coordinates_Y |  |
| coordinates? |  |
| part of |  |


| $\qquad$ |  |
| :---: | :---: |
| name: |  |
| properties: |  |
| geometry |  |
|  |  |
| dimensions: |  |
| \# \# radius |  |
| ** height |  |
| ** width |  |
| * depth |  |
|  |  |
| face |  |
| ** face |  |
| part of |  |

* $\Rightarrow$ attribute may be inherited from face prototype
** $=$ a attribute is optional

| ․․․ |  |
| :---: | :---: |
| name: |  |
| properties |  |
| material type |  |
| * * finish color |  |
|  |  |
| dimensions: |  |
| * height |  |
| * width |  |
| ** depth |  |
|  |  |
| Part of |  |

> * $\Rightarrow$ attribute may be inherited from face prototype
** $=$ ) attribute is optional


* => attribute may be inherited from face prototype
* $=$ ) attribute is optional

$\begin{aligned} \text { * } \Rightarrow & \text { attribute may be inherited } \\ & \text { from face prototype }\end{aligned}$
** => attribute is optional

|  |  |
| :---: | :---: |
| name |  |
| properties |  |
| material type |  |
| * finish color |  |
|  |  |
| dimensions: |  |
| * height |  |
| * width |  |
| depth |  |
|  |  |
| face |  |
| ** face |  |
| part of |  |

* $\Rightarrow$ attribute may be inherited from face prototype
** $\Rightarrow$ attribute is optional


*     - $>$ attribute may be inherited from face prototype
** => attribute is optional




## APPENDIX C

```
/ Interface File */
start :-
    not(begin_stds_check),
    not(begin_operations),
    not(set_neg_area),
    not(raw_materials_needed),
    not(materials_report),
    not(report_subst).
begin_stds_check :- is_O(Extens,Intens),
    urite(' check for '), mrite(Intens), mrite(' '), urite(Extens), nl,nl,
    check(Extens, Intens), fail.
check(Extens,Intens) :-
    property(Extens,material_type,Material),
    material(Material, Spec_Mat,-,-, -, -, -, -,-,-,-,,-, -),
    comment_for(Intens,Spec_Mat,Class),
    comment(Class, Comment),
    arite(' '),mite(Comment),nl,nl.
check(Extens,Intens) :-
    property(Extens,material_type,Material),
    material(Material,Spec_Mat, ,, -, -, -, -, -, -, -, -, -, -),
    check_for(Intens, Spec_Hat, Class),
    member(Material,Class),
    urite(' '), mrite(Intens), write(' '),write(Extens),
    urite(' meets requirements; allowed substitutes are:'),nl,nl,
    member(0ther Mat,Class),
    not(0ther_Mat = Material),
    mite(' - '), write(Other_Mat), nl, nl,
    assertz(substi tute(Extens, OtherMat)).
check(Extens, Intens) :-
    property(Extens,material_type, Material),
    material(Material,Spec_Mat,-,-,-,-,-,-,-,-,-,-,-),
    check_for(Intens,Spec_Mat,Class),
    not(member(Material,Class)),
    wite(' '),mite(Intens),wite(' '),write(Extens),
    write(' does not meet requirements; allowed substitutes are:'),nl,nl,
    member (Other_Mat, Class),
    mite(' - '), rite(Other_Mat), nl, nl,
    assertz(substitute(Extens,Other Mat)).
```

```
check(Extens,door) :-
    dimension(Extens,Dimension,Z,Units),
    minimum(door, Extens,Dimension, X,Unitx),
    maximum(door, Extens,Dimension, Y, Unity),
    convert(X, Unitx, Min,Units),
    convert(Y, Unity, Max, Units),
    check_standords(door, Extens,Dimension, Z,Min,Max).
check(Extens,pane) :-
    property(Extens, qual ity, Value),
    - inimum(pane, Extens,quality,Min),
    check standords(pane, Extens, Walue, Min).
check standards(Intens,Extens,Dimension, Malue, Min,Max) :-
    not(Min > Value), not(Value > Max),
    urite(' '),mrite(Intens),write(' '),mrite(Extens),
    urite(' passed - '), mite(Dimension),nl,nl,!.
check standards(Intens, Extens,Dimension, Value,Min, Max) :-
    Min > Value,
    Mrite(' '),write(Intens), (' `), wite(Extens),
    mite(' failed minimum - '),
    ~ite(Dimension),nl,nl,!.
check_standards(Intens, Extens,Dimension, Value,Min,Max) :-
    Value > Max,
    write(' '), write(Intens), write(' '),write(Extens),
    rrite(' failed maximm - '),
    mite<Dimension),nl,nl,!.
check standards (pane, Extens, Value,Min) :-
    not(Min > Value),
    urite(' '), mrite('pane '),wite(Extens),
    urite(' passed quality check'),nl,nl,!.
check standards(pane, Extens, Ualue, Min):-
    Min > Value,
    part_of(Extens,Window),
    is_a(Nindom,window),
    urite(' '), urite('pane '), mrite(Extens),
    wite(' failed minime quality check'),nl,
    mite(' - port of '),write(Hindow),nl,nl,!.
begin_operations :-
    is_O(H, house),
    not(do_assembly(H)),
    not(operations_report(H)),
    fail.
do_assembly(H) :- assemble(H,touse), fail.
```

```
operatlons_report(H) :-
    nl,nl,
    mite('*************************************************'), nl,
    mrite('*
        *'),nl,
    orite(' Production Sequence Report for '),
    urite(H),nl,nl,
    print_style(H),
    urite('* *'),nl,
    urite('**************************************************'),nl,nl,!,
    operation(Extens,Function,Attribute 1, Attribute2),
    print_operation(Extens,Function, Attribute1, Attribute2),
    fail.
print_operation(comment,Comment,_,_) :-
    nI,
    urite('********************************************|**********'),nl,
    mrite('* *'),nl,
    urite(' comment : '),
    orite(Comment),
    nl,
    -rite('* *'),nl,
    urite('****************************************************'),nl,nl,!.
print_operation(Extens,Attributa1,Attribute2,Attribute3) :-
    urite(Extens),
    name(Extens,L1),
    length(LI,M1),
    tab(15-N1),
    write(Rt tributel),
    get_name_len(Attribute 1,N2),
    tab(15-N2),
    rite(Attribute2),
    get_name_len(Rttribute2,H3),
    tab(17 - N3),
    wite<8ttribute3),nl,!.
get_name_l en<(Hame, Len) :-
    number(Name),
    not(integer(Name)),
    nome(Nome,L1),
    length(L1,M1),
    Len is (N1 - 4),!.
get_name_len(Name,Len) :-
    name (Hame, L 1),
    length(L1,Len),!.
```

```
print_style(H) :-
    property(H, subtype,Hstyle),
    urite(' - house style is '),
    urite(Hstyle),nl,
    urite(' and consists of '),
    contains(H,L),
    write(L),nl,!.
print_style(H).
/* routines to calculate surface area of faces taken up by */
f* doors, indoms, openings, and cornections */
set_neg_area :-
    is_a(Extens,face),
    set_neg_area2<Extens, (],0,feet), fail.
set_neg_area2(Face, L, Area,Units):-
    foce(Extens,Foce),
    not(member(Extens,L)),
    is_a(Extens, windom),
    dimension(Extens, height,Ht,Htunits),
    dimension(Extens,width, Wd, Wdunits),
    comert(Ht,Htunits, New_Ht,Units),
    comvert (Hd, Wdunits, Nem_Hd,Units),
    New_Area is (Area + (New_Ht * New_Hd)),
    set_neg_area2(Face, (Extens/L), Nem_Area,Units),!.
set_neg_area2(Face,L, Area,Units) :-
    face(Extens,Face),
    not(member(Extens,L)),
    is_o(Extens,door),
    dimension(Extens,height,Ht,Htunits),
    dimension(Extens, width, Hd, Hdunits),
    cormert(Ht,Htunits, New_Ht,Units),
    corvert (Hd, Houni ts, Mew_Hd, Uni ts),
    New_Area is (Prea + (New_Ht * New_hd)),
    set_neg_area2(Face, (ExtensiL], Mew_Area,Units),!.
set_neg_area2(Face,L,Area,Units) :-
    face(Extens,Face),
    not(menber(Extens,L)),
    is_a(Extens,connection),
    geome try(Extens, rectangle),
    dimension(Extens,haight, Ht, Htumits),
    dimension(Extens, width, Hd, Hounits),
    cormert(Ht,Htumits, Nem_Ht,Units),
    comert (Hd, Hounits, Mew_Hd, Units),
    New_Area is (Area + (New_Ht * New_hd)),
    set_neg_area2(Face, IExtens|L), Mew_Area,Units),!.
```

```
set_neg_area2(Face,L,Area,Units) :-
    face(Extens,Face),
    not(member(Extens,L)),
    is_a(Extens,connection),
    geome try(Extens, square),
    dimension(Extens,height,Ht,Htumits),
    conwert(Ht,Htunits, New_Ht,Units),
    New_Area is (Area + (New_Ht * New_Ht)),
    set_neg_area2(Face, IExtens|LI, Nev_{rea,Units),!.
set_neg_area2(Face,L,frea,Units) :-
    face(Extens,Face),
    not(member(Extens,L)),
    is_a(Extens,connection),
    geome try(Extens, square),
    dimension(Extens,width, Hd, Hdunits),
    comert (Hd, Wdunits, New_Hd,Units),
    New_Area is (Area + (New_hd * Nem_hd)),
    set_neg_area2(Face, [Extens|L], New_Area,Units),!.
set_neg_area2(Face,L,firea,Units) :-
    face(Extens, Face),
    not(member(Extens,L)),
    is_a(Extens,connection),
    geometry(Extens,circle),
    dimension(Extens,radius,Rd,Rdunits),
    convert(Rd, Rounits,New_Rd,Units),
    Pi is 3.14159,
    New_frea is (Prea + (Pi * New_Rd * New_Rd)),
    set_neg_area2(Face, (Extens|L], New_Prea,Units),!.
set_neg_area2(Face,L, Prea,Units) :-
    face〈Extens,Face\,
    not(member(Extens,L)),
    is_o(Extens,opening),
    geometry(Extens,rectangle),
    dimension(Extens,height,Ht,Htunits),
    dimension(Extens,width, Hd,Hdunits),
    comvert(Ht,Htunits,New_Ht,Units),
    comvert (Hd,Wdunits,Nam_Hd,Units),
    New_frea is (frea + (Nem_Ht * Nem_hld)),
    set_neg_area2(Face, IExtens|L], New_Area,Units),!.
```

```
set_neg_area2(Face,L, Area,Units) :-
    face(Extens,Face),
    not(nember(Extens,L)),
    is_a(Extens,opening),
    geome try(Extens, square),
    dimension(Extens,height,Ht,Htunits),
    convert<Ht,Htunits, New.Ht,Units),
    New_Area is (Area + (New_Ht * New_Ht)),
    set_neg_area2(Face, (Extens|L], Nes_Area, Units),!.
set_neg_area2(Face, L, frea,Units):-
    face(Extens, Face),
    not(menber(Extens,L)),
    is_a(Extens,opening),
    geometry(Extens, square),
    dimension(Extens, width, Wd, Whumits),
    comvert (Wd, Wdumits, New_hd, Uni ts),
    New_frea is (Prea + (Naw_hd * New_hd)),
    set_neg_area2 (Face, (Extens|L), New_Area,Units),!.
set_neg_area2(Face, L, frea,Units):-
    face(Extens, Face),
    not(member(Extens,L)),
    is_a(Extens,opening),
    geometry(Extens,circle),
    dimension(Extens,radius,Rd,Rdumits),
    convert (Rd, Rdunits, New_Rd,Units),
    Pi is 3.14159,
    Mew_Area is (Area + <Pi * Mew_Rd * Hew_Rd)),
    set_neg_area2(Face, (Extens(L), New_Area,Units),1.
set_neg_area2<Face,L,Area,Units` :-
    assertz(get_neg_area<Face, frea,Units)).
get_area(Extens,frea,Units) :-
    part_of(Extens,Face),
    dimension(Extens, height,Ht,Htunits),
    dimension(Extens, width, Wd, Ldunits),
    get_neg_area(Face, Heg_frea, Units),
    comvert <Ht, Htunits, New_Ht,Units),
    convert(Hd, Wdinits, New_Lhd,Units),
    Area is ((Nem_Ht * Nom_hd) - Neg_Area), I.
get_area(Extens, Area,Units) :-
    part_of(Extens,Face),
    dimension(Face,height, Ht, Htunits),
    dimension(Face, width, Hd,Hdunits),
    get_neg_area(Face,Neg_Area,Units),
    comvert(Ht,Htunits,Nev.Ht,Units),
    corvert (LWd, Wdunits,Nem_Hd,Units),
    Area is (<New_Ht * New_Hd) - Neg_Area),!.
```

```
get_area(Extens,Area,Units):-
    part_of(Extens,Face),
    dimension(Face,height,Ht,Htunits),
    dimension(Extens,width, Wd,Hotunits),
    get_neg_area(Face,Neg_Prea,Units),
    convert \Ht, Htunits, New_Ht,Units),
    convert(LWd, Hdunits, New_Hd,Units),
    frea is (<Mew_Ht * Mew_Hd) - Neg_frea),!.
get_area<Extens, frea,Units):-
    part_of(Extens,Foce),
    dimension(Extens, height, Ht,Htunl ts),
    dimension(Face,width, Wd, Wdumits),
    get_neg_area(Face, Neg_Area,Units),
    convert(Ht,Htumits, Nem_Ht,Units),
    comert (Hd,Hounits, New_Hd,Units),
    Area is ((New_Ht * New_Hd) - Neg_Area),!.
materials_report :-
    assertz(mat_cost(0)),
    nl,nl,nl,urite(` Raw Materials Report'),nl,nl,
    mrite<' Itew Cost Units Required'),nl,nl,
    material_l ist(Material, Nmm_lnits, I tem_Cost),
    Nem_Cost is floor(Iten_Cost),
    print_mat_report(Material, Mum_Units, Nem_Cost),
    update_mat_cost(New_COSt), fail.
materials_report :-
    mat_cost(Total),nl,nl,
    mite('***************************************'),nl,
    mrite('* *'),nl,
    write(' Total materlal cost is $'),
    mrite(Total),nl,
    urite('* *'),nl,
    moite('****************************************'),nl,nl,nl,
    fail.
update_mat_cost(1 tem_Cost) :-
    retract(mat_cost(Total)),
    New_Total is (Total + Iten_cost),
    assertz(mat_cost(Nem_Total)),!.
```

```
print_mat_report(Material,Mum_lnits,Tot_Cost) :-
    urite(Material),
    nome(Materlal,L1),
    length(LI,NI),
    tab(17-N1),
    mite('$'), mrite(Tot_Cost),
    name(Tot_Cost,L2),
    length(L2,N2),
    tab(15 - N2),
    orite(Num_ل_nits),nl,nl,!.
report_subst :-
    nl,nl,nl,
    urite(' Start Row Materials Report (w/ substitute)'),
    nl,nl,nl, fail.
report_subst :-
    substitute(Extens,Subst_Mat),
    replace_data(Extens,Subst_Mat),
    not(ram_materials_needed),
    not(materials_report),
    restore_data,fail.
replace_data(Extens,Subst_Mat) :-
    retract(nat_cost(_)),
    retract(material_list(_,_,_)),fail.
replace_data(Extens, Subst_Mat) :-
    retract(substitute(Extens, Subst_Mat)),
    ratract(property(Extens, material_type, Material)),
```



```
    mite('*
                                    *'),nl,
    wite(' '), write(Extens), write(': substitute '),
    mite(SubstMat), mite(' for '),mite(Material), nl,
    mite('* *'),nl,
    mite('*****************************************************************'), nl, nl,
    assertz(property(Extens, material_type, Subst_Mat)),
    assertz(temp(Extens,material_type,Material)),!.
restore_data :-
    retract(temp(Extens, material_type, Material)),
    ratract(property(Extens, material_type,_)),
    assertz(property(Extens,material_type, Material)),!.
```

```
/* Standords File */
minimum(door,door 1, width,32, inches).
minimum(door, door 1, height,6, feet).
maximum(door, door 1, width, 4, feet).
maximum(door, door 1, height,?, feet).
minimum(door,-, depth, 2, inches).
maximam(door, -, depth, 3, inches).
minimum(pare, -,quality,3).
comment(masorry, 'approved methods must be used for building masorry walls
    when outside air temperature drops below 40 degrees farenheit').
comment_for(cover,brick,masorry).
comment_for (cover, concrete_block, masorry).
comment_for(sub_cover, brick, masorry).
comment_for(sub_cover, concrete_block, masonry).
comment(framing,'grade marks must be clearly visible on all framing
    members for inspection').
comment_for (frame, wood, framing).
check_for(sub_cover, tor_paper, I tor_paper 1, tar_paper 2, tor_paper 31).
```

```
* start #lth information on face normals */
assemble(H,house):-
    assertz(operation(comment,'normal for each face listed',,,_)),
    assartz(operation('FACE','Y','Y','Z')),
    assertz(operation<'___',_-','_','_
    is_a(Face, face),
    normal_X(Face, }X\mathrm{ ),
    normal_Y(Face, Y),
    normal_Z(Face,Z),
    assertz(operation(Face, Y,Y,Z)).
/* start with frame */
assemble<H,house) :-
    assertz(operation(comment,'erect foundation and frame',-,_)).
/* do foundation frame */
assemble{H,house) :-
    is_a(Yface, face),
    trans_partof(Yface,H),
    normal Z(Yface, 1),
    contains(Yface,L),
    member(Frame,L),
    is_o(Frame, frame),
    property(Frase, material_type, Mtype),
    assertz<operation<Frame, assemble,'materlal type: ',Mtype)).
* do frame perpendicular to ground */
assemble(H,house):-
    is_a(yface,face),
    trans partof(Yface,H),
    normal_Y(Yface,0),
    normal_Z(Yface,0),
    contains(Yface,L),
    member(Frame,L),
    is_o(Frame, frame),
    property(Frame, material_type, Mtype),
    assertz(operation(Frame, assemble,'material type: ',Mtype)).
assemble(H,house):-
    is_a(Yfoce,face),
    trans_par tof(Yface, H),
    normal_X(Yface,0),
    normal_Z(Yface,0),
    contains(Yfoce,L),
    member (Frame,L),
    is_a(Frame, frame),
    proper ty(Frame, material_type, Mtype),
    assertz(operation<Frame, assemble,'material type: ',Mtype)).
```

```
f* ceiling frame */
assenble(H, house) :-
    is_a(Yfoce, face),
    trans_partof(Yface,H),
    normal Z(Yface,-1),
    contains(Yface,L),
    menber(Frame,L),
    is_a(Frame, frame),
    property(Frame, material_type,Mtype),
    assertz(operation(Frame, assemble,'material type: ',Mtype)).
```

f* roof frane */
assemble(H,house) :-
is_a(Roof, roof),
trans_par tof (Roof, H),
is_a(Yface, face),
trans_partof(Yfoce, Roof),
contains (Yface, $L$ ),
menber(Frame,L),
is_a(Frame, frame),
property(Frame, material_type, Mtype),
assertz(operation(Frame, assemble, 'material type: ',Mtype)).

* now put doors in place * $/$
assemble(H,house) :-
assertz(operation(comment, 'put door framing in place',,,-)).
assemble(H,house):-
is_a(Door, door),
trans_partof(Door, $H$ ),
property(Door, material_type, Mtype),
assertz(operation(Door, assemble, 'material type: ',Mtype)),
get faces (Door, Face1, Face2),
assertz(operation(", "- attach to: ",Face1, Face2)),
part_of (Door,Face3),
assertz(operation(" ', Iocation', 'relative to',Face3)),
coordinates $X($ local ,Door, $X$, Units $X)$,
coordinates_Y(local, Door, $Y$, Units_Y),
coordinates Z (local, Door, Z, Units Z),
assertz(operation(' ", $X$ coordinate' , $X$, Units $X$ )),
assertz (operation(", "Y coordinate', $Y$, Units_Y)),
assentz(operation(",' $Z$ coordinate', Z, Units Z)).
* put window sills in place */
assenble(H,house) :-
assertz(operation(comment, 'put window framing in place',,- )).

```
assemble(H, house)
    is_a(W,mindom),
    trans_partof(H,H),
    contains(W,L),
    member(SilI,L),
    is_o(Sill,sill),
    assertz(operation(Sill,assemble,'mindow sill for: ',W)),
    get_faces(W, Face 1, Face2),
    assertz(operation('','- attach to: ',Face1,Face2)),
    part_of(W,Face3),
    assertz(cperation('','- location','relatlve to',Face3)),
    coordinates_Y(local, W,Y,Units_Y),
    coordinates_Y(Iocal, W,Y,Units_Y),
    coordinates_Z(local,W,Z,Units_Z),
    assertz(operation(' ', X coordinate', X,Units_ X)),
    assertz(operation('',' Y coordinate',Y,Units_Y)),
    assertz(operation('',' Z coordinate',Z,Units_Z)).
/* put up exterlor siding */
assenble(H,house):-
    assertz(operation(comment,'put up exterior siding',-,-)).
assemble(H,house):-
    is_a(E,exterior),
    trans_partof(E,H),
    contains(E,L),
    assemble(L, face).
/* put up roof */
assemble(H,house):-
    assertz(operation(comment,'put up roof',-,_)).
assemble(H,house) :-
    is_a(R,roof),
    trans_partof(R,H),
    contains(R,L),
    assemble(L, face).
/* put up faces for each roon */
assemble(H,house):-
    assertz(operation(comment,'put up faces for each room',_,_)).
assemble(H,house) :-
    is_o(R,roon),
    trans_partof(R,H),
    contains(R,L),
    assemble(L, face).
/* put up windows */
assemble(H,house) :-
    assertz(operatlon(comment,'put mindows in place',,,_)).
```

```
assenble(H, house) :-
    is_a(W, window),
    trans_portof(W,H),
    contains(H,L),
    member ( }P,L\mathrm{ ),
    is_a(P, pane),
    member(C,L),
    is_a(C,case),
    assertz(operation(W, 'complete using',P,C)).
f* take care of finish on windows and doors */
assemble(H,house) :-
    assertz(operation(comment, 'put finish on indows and doors',-,_)).
assemble(H,house) :-
    finish.
f* take care of door knobs and hlnges */
assenble(H,house) :-
    assertz(operation(comment, 'put on door knobs and hinges',-,,)).
assemble(H,house) :-
    is_a(0,door),
    trans-partof(D,H),
    assemble(D,door).
% take care of paint on foces */
assemble(H,house) :-
    assertz(operation(comment, 'put final paint on faces',,,_)).
assemble(H, house):-
    Is_a(R, roof),
    trans_partof(R,H),
    contains(R,L),
    paint_face(L).
assemble(H,house):-
    is_a(E, exterior),
    trans_partof(E,H),
    contains<E,L\,
    paint_face(L).
assemble(H,house) :-
    15_a(R,room),
    trans_partof(R,H),
    contains<R,L),
    paint_face(L).
```

```
/* routines to put up sub_covers and covers for a given */
/* list of faces supplied as first argument; these routines */
/* look for common materlals to help set priority; all */
/* sub_covers are handled prior to covers; */
/* covers ohich are paint are left to be performed at a */
/* later time; all sub_covers and covers */
/* assoclated with the floor are performed last */
```

```
assemble(L, face) :-
    assemblel(L, [], face).
```

assemble(L,face) :-
nember(Face,L),
normal Z(Face, 1),
assertz(operation(comment, 'build floor as last step',-,_)),
contains(Face,L1),
assenble2(IL1), IL1), face).
assemble1《L,L1,face):-
nember (Face, $L$ ),
not(normal_Z(Face, 1)),
delete(Face,L,L2),
contains(Face,L3),
assemble1(L2, [L3|L1], face),!.
assemblei(L,L1, face) :-
assemble2(L1,L1, face), !.
assemble2(Full $\perp, L$, face) :-
nember (Face, L),
delete(Face,L,L1),
nember (Iten,Face),
is_o (I tem, sub_cover),
property(Item, material_type, Mtype),
aperation(Y, ,,-,Mtype),
nember (Facel,Full $\perp$ ),
member (Y,Face1),
assertz(operation(Item, assemble,'material type: ',Mtype)),
delete(Item, Face, Face2),
assemble2(Full $\perp$, [Foce2|L1], face),! .
assemble2(Full $\perp, L$, foce) :-
menber(Face, $L$ ),
delete(Face, L,L1),
nember (Item,Face),
is_o(I tem, sub_cover),
property(Item, material_type, Mtype),
assertz(operation(Item, assemble,'material type: ',Mtype)),
delete(Item,Face,Face1),
assemble2(Full $\perp$, [Face 1|L1], face),! .

```
assemble2(Full\perp,L,face) :-
    menber(Face,L),
    delete(Face,L,L1),
    member(I tem,Face),
    is_o(1tem,cover),
    property(I tem, material_type, Mtype),
    not(liquid(Mtype, paint,-,-,-,-,-)),
    operation(Y, -, -,Mtype),
    menber(Face 1, Full_\perp),
    member(Y,Face 1),
    assertz(operation(Item,assemble,'material type: ',Mtype)),
    delete(Item,Face,Face2),
    assemble2{Fu|I\perp,[Face2|L1], face\,!.
assemble2(Ful|\perp,L,face):-
    menber (Face,L),
    delete(Face,L,L1),
    menber(I tem,Face),
    is_a(I tem, cover),
    property(I tem,material_type, Mtype),
    not(liquid<Mtype,paint,-,-,-,-,-)),
    assertz(operation(Item,assemble,'material type: ',Mtype)),
    delete(Item,Face, Face1),
    assemble2(Full_, IFace 1/L|], face), !.
assemble2(Full\perp,L,face).
/* take care of finishes */
finish :-
    property(F, finish_type,Ftype),
    property(F, finish_color,Fcolor),
    assertz(operation(F,finish,Ftype,Fcolor)).
/* assemble door knob */
assemble(D,door) :-
    property(D,knob_type,Ktype),
    assertz(operation(D, assemble,knob,Ktype)).
/* assemble door hinges */
assemble(D,door) :-
    property(D, hinge_type, Htype),
    assertz(operation(D, assemble,hinge,Htype)).
```

```
/* routines to apply paint to faces; acts on covers only */
paint_face(L) :-
    member(Face,L),
    normal Z(Face,-1),
    contains(Face,L1),
    member(Cover,L1),
    is_a(Cover, cover),
    property(Cover, material_type, Mtype),
    I iquid(Mtype,paint,-,-,-,-,-),
    assertz(operation(Cover,paint,'material type: ',Mtype)),
    delete(Face,L,L2),
    paint_foce(L2),!.
paint_face(L) :-
    member(Face,L),
    normal_Y(Face,0),
    normal Z(Face, 0),
    contains(Face,L1),
    nember(Cover,L1),
    is_a(Cover, cover),
    property(Cover,material_type,Mtype),
    liquid(Mtype,paint,-,-,-,-,-),
    assertz(operation(Cover,paint,'material type: ',Mtype)),
    delete(Face,L,L2),
    paint_face(L2),!.
palnt_face(L) :-
    nember(Face,L),
    normal_X(Face,0),
    normal Z(Face,0),
    contains(Face,L1),
    member(Cover,L1),
    is_a(Cover, cover),
    property(Cover, material_type,Mtype),
    liquid(Mtype, paint,-,-,-,-,-),
    assertz(operation(Cover,paint,'material type: ',Mtype)),
    delete(Face,L,L2),
    paint_face(L2),!.
paint_face(L) :-
    member(Face,L),
    normal Z(Face,-1),
    contains(Face,L1),
    nember(Cover,L1),
    is_o(Cover, cover),
    property(Cover, material_type, Htype),
    liquid(Mtype,paint,-,-,-,-,_),
    assertz(operation(Cover,paint,'material type: ',Mtype)),
    delete(Face,L,L2),
    paint_foce(L2),!.
```

```
paint_face(L) :-
    member(Face,L),
    contains(Face,L1),
    member(Cover,L1),
    is_a(Cover,cover),
    property(Cover,material_type,Mtype),
    l iquid(Mtype,paint,-,-,-,-,_),
    assertz(operation(Cover,paint,'material type: ',Mtype)),
    delete(Face,L,L2),
    paint_face(L2),!.
paint_face(L).
f* routine to get the two faces which an item is associated with */
get_faces(1 tem,Face1, Face2) :-
    face(Item,Face 1),
    face(I tem,Face2),
    not(Face1 = Face2),!.
```

```
* materials for doors */
rawnaterials_needed
    is_a(Extens, door),
    materiai (Extens,-,-,-,-,-,-,-,-,-,-,-, \(\operatorname{Cos} t\) ),
    add_nateriai(Extens, 1, cost), fail.
raw_materials_needed :-
    is_o(Extens, door),
    property(Extens, finish_type, Paint),
    liquid(Paint, _, Area.Cow, Area_Hits, ,, , Cost),
    dimension(Extens, helght, Org_Ht, Ht_lnits),
    dimension(Extens, width, Org_Hd, Wd_لlinits),
    dimension(Extens, depth, Org_Dp,Dp_山nlts),
    convert (Org_Ht, Ht lhits, New Ht, Areadhits),
    convert (Org_hd, Hd_Units, New_hd, Area_Units),
    comvert (Org_Dp, Dp_لfinits, New_Dp, Area_ل_nits),
    Area is \((\langle 2\) * Mew_Ht * Men_hd \()+(2\) * Mew_Ht * Mew_Dp \()+\)
        (2 * New_Hd * New_Dp)),
    Num_thits is (Prea / Area_Cow),
    Tot_Cost is (Numanits * Cost),
    add_material(Paint, the_Units, Tot_Cost), fail.
```

* materials for indows */
ram_naterials_needed :-
is_a(Extens, window),
material (Extens, ,,-,-,-,-,-,-,,-,-,-,-, Cost),
add_naterial(Extens, 1 , Cost), fail.
ram_materials_needed :-
is_o(Window, window),
part_of(Extens,Hindow),
is_o(Extens,sill),
property(Extens, finish_type, Paint),
liquid(Paint, ,, Area Cow, Areadhits, , , , cost),
convert (Area_Cow, Area_لhits, New_Area, feet),
New_Area2 is ((New_Area * New_Area) / Area_Cow),
dimenslon(Hindow, height, Org_Ht, Ht_units),
dimension(Hindow, width, Org_hd, Hd_لhits),
part_of(Hindow, Face),
dimension(Face, depth, Org_Dp, Op_لhits),
convert (Org_Ht, Htalnits, New_Ht, Area_لhits),
convert (Org_Hd, Hd_لhits, Nem_hd, Area_لhits),
convert (Org_Dp, Dp_لhits, Ne=_Dp, Area_luits),
Area is ( $(2$ * New_Ht * $\operatorname{New}$ _Dp $)+(2$ * New_hd * New_Dp )),
Hem_linits is (Area / Area_Cow),
Tot Cost is (Mim_Units * Cost),
add_material(Paint, than_Units, Tot_Cost), fail.

```
/* materlals for frames; assumes 1 square foot of area */
/* requires a 1 foot length of frame mood */
raw_materials_needed :-
    is_o(Extens, frame),
    dimension(Extens, height, Height,Ht_lnits),
    dimension(Extens,width, Width, Hd_lhits),
    comvert(Height, HtUnits, New.Height, feet),
    comvert(Width, Wd_luits, New_Hidth, feet),
    property(Extens,material_type, Material),
    material (Material, wood, Ht, Htunits, Hd, Hdumits, Dp, Dpumits, _, ,, , _, Cost),
    longest_dimension(Ht,Htumits, Hd, Hdumits, Dp, Dpumits, Len, Lemunits),
    comuert(Len, Lemumits, Nem_Lon,feet),
    Area is (New_Height * New_Hidth),
    Num_Units is (Area / New_Len),
    Tot_Cost is (NMm_lnits * Cost),
    add_material(Material, Nem_lnits,Tot_Cost), fail.
raw_materials_needed :-
    is_a(Extens, frame),
    not(dimension(Extens,width,_,_)),
    not(dimension(Extens,height,-,_)),
    property(Extens,material_type, Material),
    material(Material,mood,Ht,Htunits, Hd, Hdunits, Dp, Dpumits,,,_,-, , Cost),
    get_area(Extens, frea,Units),
    convert (Area, Units, New_frea, feet),
    Mew_Area2 is ((New_Area * New_Area) / Area),
    longest_dimension(Ht,Htunits,Hd,Hdunits, Dp,Dpunits, Len,Lemunits),
    comvert(Len, Lemunits, New_len, feet),
    Numulnits is (Prea / Nem_len),
    Tot_Cost is (Num_Units * Cost),
    add_material(Material,Mm_Units,Tot_Cost), fail.
```

```
raw_materials_meeded
    normal Z(Face,-1),
    port_of(Extens,Face),
    is_o(Extens, frame),
    property(Extens, material_type, Material),
    material(Material,mood, Ht, Htunits, Hd, Hotmits,Dp, Dpumits, ,, ,, ,, _, Cost),
    longest_dimension(Ht,Htunits, Hd, Htumits, Dp, Dpunits, Len, Lemumits),
    convert(Len, Lemumits, Nem_en, feet),
    is_a(Roof,roof),
    part_of(Face2,Roof),
    is_a(Face2, face),
    port_of(Extens2,Face2),
    is_م{Extens2, frame),
    normal Z(Face2, CosZ),
    dimenslon(Extens2, height, Ht_face,Ht_face_umits),
    convert (Ht_foce, Ht_face_units, New.Ht_foce, feet),
    dimension(Extens2, width, Hd_face,Hd_faceunits),
    convert (Hd_foce, Hd_face_units, New_lud_face, feet),
    sin}2\mathrm{ is (sqrt(1- (cosZ * cosZ))),
    Area is (SinZ * New_Ht_face * New_Hd_face),
    Area2 is (SinZ * New_Ht_face * CosZ * New.Ht_face * 2),
    Tot_Area is Area + Prea2,
    Num_luits is (Tot_Area / New_Len),
    Tot_Cost is (Num_lnits * Cost),
    add_material(Material, Mhm_lnits,Tot_Cost), fail.
```

```
rav_materials_needed :-
    normal Z(Face,-1),
    port_of(Extens,Face),
    is_a(Extens,frame),
    property(Extens, material_type, Material),
    material(Material,mood,Ht,Htunits,Hd,Hdunits, Dp, Dpunits, -, -, -, -, Cost),
    longest_dimension(Ht,Htunits, Hd,Hdumi ts, Dp, Dpunits, Len, Lemumits),
    corwert(Len, Lemunits, Nem_Len, feet),
    is_o(Roof,roof),
    port_of(Face2,Roof),
    is_o(Face2, face),
    port_of(Extens2,Face2),
    is_a(Extens2, frame),
    normal Z(Face2,CosZ),
    not(dimension(Extens2, height, ,,_)),
    dimension(Face2, height,Ht_face, Ht_face_umits),
    corvert(Ht_face, Ht_face_units, New_Ht_face, feet),
    dimension(Face2, width, Hd_face, Wd_face_units),
    convert (Hd_face, Hd_face_umits, Mew_hd_face, feet),
    SinZ is (sqrt(1 - (CosZ * CosZ))),
    Area is (SinZ * New_Ht_face * New_Hd_face),
    Area2 is (SinZ * New_Ht_foce * CosZ * New_Hd_foce),
    Tot_Area is Area + Area2,
    Num_luits is (Tot_frea / NewLen),
    Tot_Cost is (N,m_Units * Cost),
    add_material(Material,Nem_lnits, Tot_Cost), fail.
/* frome material of type "filler" */
raw_materials_needed
    is_a(Extens, frame),
    property(Extens, material_type, Material),
    filler(Material,_,Vol, Uolunits, ,_, , Cost),
    get_area(Extens, frea,Units),
```



```
    New_Vol2 is (<New_Uol * New_Vol * New_Vol)/(Vol * Vol)),
    dimension(Extens, depth,Dp,Dpumits),
    convert (Dp, Dpunits, New.Dp,Units),
    Num_Units is (Area * New_Dp / New_Uol2),
    Tot_Cost is (Mmm_linits * Cost),
    add_material (Material, Mm_lnits,Tot_Cost), fail.
```

```
raw_materials_needed :-
    is_a(Extens, sub_cover),
    dimension<Extens,depth, Th, Thumits),
    property(Extens, material_type, Material),
    material (Material,_,Ht,Htunits, Hd, Hdunits, Dp, Dpunits, ,, -, -, -, Cost),
    match(Ht,Htumits,Hd, Hdunits,Dp,Dpunits,Th, Themits,Act_Ht,Unitsi,
        Rct_Hd,Units2),
    get_area(Extens, Area,Units)
    convert(fict_Ht,Units1, fct_Ht2, Units),
    corvert(Act_Lld, Units2, Act_Lld2, Units),
    Ntm_lnits is (Area / (Rct_Ht2 * Rct_Hd2)),
    Tot-Cost is (Num_lnits * Cost),
    add_material(Material, thm_lnits,Tot_Cost), fail.
raw_materlals_needed :-
    is_a(Extens, sub_cover),
    not(dimension(Extens, depth, Th, Thumits)),
    property(Extens, material_type, Material),
    materlal(Material, ,,Ht, Htumits, Wd, Wounlts, Dp, Dpumlts,-, ,-,, -, Cost),
    get_area(Extens, Prea,Units),
    convert(Ht,Htunits, New.Ht,Units),
    convert (Hd, Hd/units, New_Hd, Units),
    Num_lnits is (Area / (New_Ht * New_Hd)),
    Tot_Cost is (Mum_lnits * Cost),
    add_material(Material, thm_lnits,Tot_Cost), fail.
rav_materlals_needed :-
    is_O(Extors, Eub_eover),
    property(Extens,material_type,Paint),
    liquid(Paint, _, Area_Cou, Area_Hrits, _, _, Cost),
    get_area(Extens,Area,Units),
    convert(Area_Cow, Area_Units,New_Area,Units),
    Mew_frea2 is (\Nem_frea * New_frea) / frea_Cow),
    Num_luits is (Area / Nem_Prea2),
    Tot_Cost is (Mm_Units * Cost),
    add_material(Paint, thm_لnits,Tot_Cost), fail.
raw_materials_needed :-
    is_o(Extens, cover),
    dimension(Extens, depth, Th, Thumits),
    property(Extens,material_type,Material),
    material (Material, ,,Ht,Htumits, Hd, Hdunits, Dp, Dpunits,_,_, , -, Cost),
    match<Ht,Htunits, Hd, Whmits, Dp, Dpuml ts, Th, Thumits, Rct.Ht,Units1,
        Pct_Wd,Units2),
    get_area(Extens, Area,Units),
    convert(Act_Ht, inches, Act_Ht2, Units),
    convert (Actuhd, inches, fct_Hd2, Units),
    Num_luits is (Area / (Act_Ht2 * Act_Ld2)),
    Tot-Cost is (Mumluits * Cost),
    add_material(Material, Itm_Units,Tot_Cost), fail.
```

```
ram_materials_needed :-
    is_a(Extens, cover),
    not(dimension(Extens, depth, Th, Thumits)),
    property(Extens, waterial_type, Material),
    material (Material, ,Ht,Htuni ts, Hd, Hdunits, Dp, Dpunits, ,,-,-, ,, Cost),
    get_area(Extens, Prea,Units),
    corvert(Ht,Htunits, New_Ht,Units),
    comuert(Wd, Hdumits, New_Hd, Units),
    Num_Units is (Prea / (Nem_Ht * New_Wd)),
    Tot_Cost is (Mum_luits * Cost),
    add_material<Material, thm_Units,Tot_Cost), fail.
raw_materials_needed :-
    is_a(Extens, cover),
    property(Extens, material_type,Paint),
    I iquid(Paint,_, Prea_Cou, Prea_Units,-, , Cost),
    get_area(Extens, Prea,Units),
    convert(Prea_Cov, Area_drits, New_Area, Units),
    New_Area2 is ((New_Prea * New_Prea) / Prea_Cov),
    Num_linits is (Prea / Nem_Area2),
    Tot_cost is (Mtm_lnits * Cost),
    add_material(Paint,Num_Units,Tot_Cost), fail.
add_material(Material, Num_Lnits,Tot_Cost) :-
    retract(material_list(Material,0ld_hm_Units,0ld_Cost)),
    Mem_Atum_lnits is (Old_Nhm_lnits + Nmm_Units),
    New_Cost is (Old_Cost + Tot_Cost),
    assertz(material_l ist(Material, Mem_Mum_lnits, Nem_Cost)),!.
add_material(Material, Mha_lnits, Tot_Cost) :-
    assertz(material_list(Material, Mm_Units,Tot_Cost)),!.
```


** material data */
material (shingle 12 , shingle, 12 , inches, 6 , inches, 0.25 , inches, 0 , feet, 0 , feet, 1.25 ).
material (tar_paper2, tar_paper, 22 , inches, 240 , inches, 0.25 , inches, 0, feet, 0 ,
feet, 125.00 ).
material (tar_paper 1, tar_paper, 22 , inches, 240 , inches, 0.25 , inches, 0 , feet, 0,
feet, 150.00).
material (tor_paper3, tor_paper, 72, inches, 240, inches, 0.25, inches, 0, feet, 0,
feet, 110.00 ).
waterial (sheath_paper 24 , sheath_paper, 12 , feat, 100, feat, 0.1 , inches,
0, feet, 0, feet, 75.05 ).
mater ial (mood8, wood, 144 , inches, 4 , inches, 2 , inches, 0 , fee t, 0, feet, 8.25 ).
material (hard_mood9, hard_mood, 4 , inches, 24, feet, 0.5 , inches, 0 , feet, 0 , feet, 12.00 ).
material (hardboard32, hardboard, 36 , feet, 10 , feet, 1 , inches, 0 , feet, 0 , feet, 136.55 ). material (hordboard78, hardboard, 36, feet, 24, feet, 1, inches, 0, feet, 0, feet, 289.00). material (hardboard34, hardboard, 24 , feet, 10 , feet, 1 , Inches, 0 , feet, 0 , feet, 95.35 ).

* use brick $10 \times 4 \times 6$ effective size */
material (brick88, brick, 10, inches, 4 , inches, 6 , inches, 0 , feet, 0 , feet, 1. 15).
liquid(paint9, paint, 900 , feet, 1 , gallon, 8.00). liquid(paint21, paint, 700, feet, 1, gallon, 13.55).
liquid(paint17,ppint, 1100, feet, 1, gallon, 8.25).
/* 10 lb per 2 cubic feet */
filler(concrete 1, concrete, 2, feet, 10, lb,5.00).
material (door $1,-,-,-,-,-,-, 0$, feet, 0 , feet, 16.00 ).
material (windom 1, , , , , , , , , , , , 0, feet, 0, feet, 30.50 ).

```
/* Housei File*/
```


/* house data */
is_a(house 1, house).
proper ty<house 1, subtype, single_room).
contains(house 1, Iroof1, exterior 1, room 11).
/*****************************************-****************/
/* exterior data */
is_o(exterior1, exterior).
contains(exterior 1, ( face5, face6, face?, face81).
part_of(exterior 1, house 1).
$/ \not / * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * / ~$
/* roof data */
is_a(roof1,roof).
contains(roof1, [ face 11, face 121).
part-of(roof1, house 1).

is_a(face 11, face).
dimension(face 11, height, 151.5, inches).
dimension( face 11, width, 384 , inches).
dimens ion( face 11, depth, 6.5, inches).
contains (face 11, [ frase 1, sub_cover2, sub_cover 1, cover 1]).
normal $X($ face 11,0).
normal_Y(face 11,0.34).
normal Z(face 11,0.94).
part_of(face11,roof1).

```
/*----------------------------------------------------
Is_a<frame 1, frame).
property(frame 1, material_type,mood8).
dimension(frame 1, height, 139.5, inches).
dimension(frame 1, width,382, inches).
dimension(frame 1, depth, 4, inches).
face(frame 1, face 11).
port_of(frame 1, face 11).
/*-----------------------------------------------------
is_o(sub_cover 2,sub_cover).
property(sub_cover2, material_type, mood8).
dimension(sub_cover2, depth, 2, inches).
part_of(sub_cover2, face 11).
/*--------------------------------------------------*/
15_0<sub_cover 1,sub_cover).
proper ty(sub_cover 1, material_type, tar_paper2).
dimension(sub_cover 1, dep th, 0.25, inches).
part_of(sub_cover 1, face 11).
```



```
is_o(cover 1, cover).
property(cover 1, material_type, shingle 12).
property(cover 1, finish_color, brom).
dimension(cover 1, depth, 0.25, inches).
part_of (cover 1, face 11).
```



```
is_o< face 12, face).
dimension< face 12, height, 151.5, inctres).
dimension(face 12, width, 384, inches).
dimension( face 12, depth,6.5, inches).
contains(face 12, I frame2, sub_cover 13, sub_cover 14, cover 12 1).
normal_X(face 12,0).
normal_Y(face 12,-0.34).
normal_7(face 12,0.94).
part_of(face12,roof1).
```



```
is_oरframe2, frame).
property( frame2, material_type, wood8).
dimension( frame2, height, 139.5, inches).
dimension( frame2, width, 382 , inches).
dimension(frame2, depth, 4, inches).
face ( frame2, face 12 ).
part_of (frame2, face 12).
```



```
is_a\{sub_cover 13, sub_cover).
property(sub_cover 13, material_type, wood8).
dimension(sub_cover 13, depth, 2 , inches).
part_of(sub_cover 13, face 12 ).
```



```
is_a(sub_cover 14, sub_cover).
proper ty (sub_cover 14, material_type, tar_paper2).
dimension(sub_cover 14 , depth, 0.25 , Inches).
part_of(sub_cover 14, face 12).
```

```
|+------------------------------------------------------
```

is_o(cover 12, cover).
proper ty (cover 12, material_type, shingle 12).
property(cover 12, finish_color, brown).
dimension(cover 12, depth, 0.25, inches).
part of (cover 12, face 12).


* roon 1 */
is_a(room 1, room).
coordinates_X(product, room 1, 0, incters).
coordinates_Y(product, room 1,0 , inches).
coordinates_Z(product, room 1, 12, inches).
contains(room 1, (face 1, face2, face3, face4, face9, face 10]).
part_of(roon 1, house 1).
/******************************************************/
/* facel */
is_o(face 1,foce).
dimension(foce 1, height, 115 , inchers).
dimension (face 1, width, 302 , inches).
dimens ion( face 1 , dep th, 1 , inches).
contains (face 1, (sub_cover3, cover2]).
normal $\mathcal{X}($ face 1,0$)$.
noreal_Y(face 1,-1).
noreal 2 (face 1,0 ).
part_of(foce 1, room 1).

is_a(sub_covar 3, sub_cover).
property(sub_cover3, material_type, haroboard32).
dimension(sub_cover 3, depth, 1, inchess).
part_of(sub_cover3, face1).

```
/*---------------------------------------------------*/
is_o(cover2, cover).
property(cover2,moterial_type,paint9).
property(cover2, finish_color, yellom).
part_of(cover2, foce 1).
```



```
/* foce2 */
is_a(face2, face).
dimension(foce2,height, 115, inches).
dimension( face2,width,240, inches).
dimension(foce2, depth, 1, inches).
contains(foce2, [sub_cover4, cover3]).
normal_X( face2,-1).
normal_Y(face2,0).
normal Z(face2,0).
part_of(foce2,room 1).
/*--------------------------------------------------
is_a(sub_cover4, sub_cover).
property(sub_cover4, material_type, hardboard34).
dimension(sub_cover 4, depth, 1, inches).
port_of(sub_cover4,face2).
```



```
is_o(cover3, cover).
property(cover3, material_type, paint9). property(cover3, finish_color, yellow).
part_of(cover3, face2).
```

```
/* face3 */
is_0(face3,face).
dimension(face3, height, 115, inches).
dimension(foce3, width,362, inches).
dimension(face3, depth, 1, inches).
contains(face3, (sub_cover5, cover-4).
normal_Y(face3,0).
normal_Y(face3,1).
normal_Z(face3,0).
part_of(face3,room1).
```



```
is_a(sub_cover5, sub_cover).
property(sub_cover5, material_type, hardboard32).
dimension(sub_cover5, depth, 1, inches).
part_of(sub_cover5, face3).
/*--------------------------------------------------*/
is_a(cover4,cover).
proper ty(cover4, materlal_type,palnt9).
property(cover4, finish_color, yellow).
part_of(cover4, foce3).
/*************************************************************/
* foce4 */
is_o(face4,face).
dimension(foce4, height, 115, inches).
dimension(face4, width, 240, inches).
dimension(face4, depth, 1, inches).
contains(foce4, Isub_cover6, cover5]).
normal_X(face4, 1).
normal_Y(face4,0).
normal_Z(face4,0).
part_of(face4,room 1).
```

```
/*----------------------------------------------------
is_O<sub_cover6, sub_cover).
property(sub_cover6, material_type, hardboard34).
dimension(sub_cover6, depth, 1, inches).
part_of(sub_cover6, face4).
/*----------------------------------------------------*/
is_a{cover5, cover ).
property(cover5, material_type,paint9).
proper ty(cover5, finish_color, yellow).
part_of(cover5, foce4).
/*******k*****************************************/
/* face5 */
/* use brick 10\times4\times6 effective size */
is_o(face5,face).
dimension(face5,height, 120, inches).
dimension(foce5, width, 382, inches).
dimension( face5, depth, 6, inches).
contains(face5, Iframe3, sub_cover?, cover6 ]).
normal_X(face5,0).
normal_Y(face5,1).
normal Z (face5,0).
part_of(face5, exterior1).
```



```
is_a(frame3, frame).
property(frame3, material_type,mood8).
dimension(frame3, depth,4, inches).
face(frame3, face5).
face (frame3, face 1).
part_of(frame3, face5).
```

```
|*----------------------------------------------------
```

is_a(sub_cover?, sub_cover).
property(sab_cover?, material_type, sheath_paper24). port_of(sub_cover?, face5).

```
/*----------------------------------------------------
```

is_a(cover6, cover).
proper ty(cover6, material_type, brick88). property(cover6, finish_color, red).
dimension(cover6, depth, 6, inches).
part_of(cover6, face5).


```
/* {асе6 */
is_a(foce6,foce).
dimension(foce6, height, 120, inches).
dimension(face6,width,250, inches).
dimension(foce6, depth, 6, inches).
contains(face6, (frame4, sub_cover8, cover7, windom 1]).
normal_X(face6, 1).
normal_Y(face6,0).
normal_Z(face6,0).
port_of(face6, exterior1).
```


is_o(frame4, frame).
proper ty( frame4, material_type, mood8).
dimension(frame4, depth, 4, inctes).
face (frame 4, face6).
face (frame4, face2).
part_of(frame4, face6).

```
/*---------------------------------------------------
is_a(sub_cover8, sub_cover).
property(sub_cover8, material_type, sheath_paper24).
part_of(sub_cover8, face6).
/*-----------------------------------------------------*/
is_a(cover7, cover).
property(cover?, material_type, brick88).
property(cover?, finish_color,red).
dimension(cover?, depth, 6, inches).
part_of(cover7, face6).
```



```
is_a(mindom 1,windom).
dimension(mindow1, height, 36, inches).
dimensi ion(window 1, width, 48, inches).
dimension(window 1, depth, 0.5, inches).
contains(window 1, [pane 1, si I I 1, case 1]).
face(window 1, face2).
face(w indow 1, face6).
coordinates_ X(local,window 1,96, inches).
coordinates_Y(local, indom 1,0, inches).
coordinates_Z(local, window 1,66, inches).
part_of(mindow 1, face6).
```



```
is_a(pane 1, pane).
property(pane 1,quality, 4).
part_of(pane 1, window 1).
```



```
is_a(silll,sill).
property(silli, finisthtype, paint 17).
property(silil, finish_coior, wite).
partof(sill1,window1).
```

```
/*--------------------------------------------------
is_o(casel,case).
part_of(case 1, window1).
```



```
/* face7 */
is_م(face?, foce).
dimension(foce7, haight, 120, inches).
dimension( face?, width, 382, inches).
dimension( foce?, depth, 6, inches).
contains(face7, Iframe5, sub_cover9, cover8, door 11).
normal_X(face?,0).
normal_Y(face?,-1).
normal_Z(face?,0).
port_of(face?, exterior 1).
/*-----------------------------------------------------
is_o(frame5, frame).
property(frame5,material_type,mood8).
dimansion(frame5, depth,4, inches).
face(frame5, face?).
face(frame5, face3).
part_of(frame5, face?).
/*--------------------------------------------------*/
is_a(sub_cover9, sub_cover).
property(sub_cover9, material_type, sheath_paper24).
part_of(sub_coverg, face?).
```

```
/*---------------------------------------------------*/f
```

is_a(cover8, cover).

```
property(cover8, material_type, brick88).
property(cover8, finish_color, red).
dimension(cover8, depth,6, inches).
part_of(cover8, face?).
f*-----------------------------------------------------*/
is_a(door 1, door).
proper ty(door 1,material_type, mo0d5).
property(door1, finish_type, paint21).
proper ty(door 1, finish_color, brown).
proper ty(door 1, knob_type, round32).
proper ty(door 1, hinge_type, square3in).
dimension(door1, teight,84, inches).
dimension(door 1, width, 36, inches).
dimensi on(door 1, depth, 2.5, inches).
face(door 1, face3).
face(door 1, face7).
coordinates Y(local,door 1, 125, inches).
coordinates_Y(local, door 1, 0, inches).
coordinates Z(local, door 1,42, inches).
part_of(door 1, face?).
```



```
/* face8 */
is_a(face8, face).
dimension(face8, height, 120, inches).
dimension(face8, width, 250, inchas).
dimension( face8, depth,6, inches).
contains(face8, I frame6, sub_cover 10, cover91).
normal Y( face8, - 1).
normal_Y(face8,0).
normal Z(face8,0).
part_of(face8, exterior 1).
```

```
/*---------------------------------------------------*/
is_a(frame6, frame)
proper ty(frame6, material_type,wood8).
dimension(frame6, depth,4, inches).
face(frame6, face8).
face(frame6, face4).
part_of(frame6, face8).
p*------------------------------------------------------
is_O(sub_cover 10, sub_cover ).
property(sub_cover 10, material_type, sheath_paper24)
part_of(sub_cover 10, foce8).
```



```
is_o(coveng, cover).
property(coverg, material_type,brick88).
property(coverg, finish_color,red).
part_of(coverg, foce8).
/******************************************
/* foce9 */
is_a(foce9, face).
dimension(face9,height, 20, feet).
dimension(foce9, width, 30, feet).
dimension(foce9, depth, 1, inches).
contains( face9, (frame7, sub_cover 11, cover 10)).
normal x(faces,0).
normal_Y(face9,0).
normal Z(foce9,-1).
part_of(face9,rocm 1).
```

```
^+------------------------------------------------------
```

is_a(frome?, frame).
property̌ frame7, material_type, 0000 ).
face (frame?, face9).
part_of(frame?, face9).

is_a(sub_cover 11,sub_cover).
property (sub_cover 11, material_type, hardboord78).
dimension(sub_cover 11, depth, 1 , inches).
part_of(sub_cover 11, face9).

is_a(cover 10, cover).
proper ty(cover 10, waterial_type, paint 17).
property(cover 10, finish_color, white).
part_of(cover 10, foce9).

f* face 10 */
is_a(foce 10, foce).
dimension( face 10 , height, 382 , inches).
dimension (face 10, width, 262 , inches).
dimension( face 10, depth, 12.5 , inches).
contains (face 10, (frame8, sub_cover 12, cover 111).
normal_ $x$ (face 10,0 ).
normal_Y(foce 10,0$)$.
normal Z ( face 10, 1 ).
part_of(face 10, room 1 ).

is_a(frame8, frame).
property(frame8, material_type, concrete1).
dimension(frame8, depth, 12, inches)
face (frame8, face 10 ).
part_of (frome8, face 10 ).

1s_o(sub_cover 12, sub_cover).
proper ty (sub_cover 12, material_type, hard_mood9).
dimension(sub_cover 12 , he ight, 20 , feet ).
dimension(sub_cover 12 , width, 30 , feet).
dimension(sub_cover 12, depth, 0.5 , inches).
part_of(sub_cover 12, face 10).


1s_a(cover 11, cover).
property(couer 11, material_type, paint21).
proper ty(cover 11, finish_color, bromi).
dimension(cover 11 , height, 20 , feet).
dimension(cover 11, width, 30 , feet).
part_of(cover 11, face 10).

```
/* Schena File */
part_of(house, floorplan).
part_of(house, exterior).
port_of(house, room).
part_of(house, roof).
part_of(house, space).
part_of(roof,face).
part_of(roon, face).
part_of(space,face).
part_of(exterior,face).
part_of(face,door).
part_of(face,windom).
part_of(face,opening).
part_of(face,covering).
part_of(face, sub_covering).
part_of(face, frame).
part_of(face, insulation).
part_of(foce,connection).
part_of(comnection,plumbing).
part_of(connection, electric).
part_of(connection, heating).
port_of(connection,gas).
part_of(mindow,sill).
part_of(mindow,case).
part_of(window,pane).
trans_partof(X,Y) :- part_of(X,Y),!.
trans_partof(X,Y) :- part_of(X,Z),
trans_portof(Z,Y),!.
```

```
comverts (R, feet, B, feet) :- B = A.
converts( }A\mathrm{ , inches, B, inches):- B = A.
comverts( }\textrm{A},\textrm{feet,}\textrm{B},\mathrm{ inches) :- B = R * 12.
comerts(A, inches, B,feet):- B = A / 12.
converts(R, feet, B,yords) :- B = A / 3.
comverts(A, yards, B, feet) :- B = A * 3.
convert(A,Dimension1,B,Dimension2) :-
    converts(A,Dimension1,B,Dimension2),!.
convert(A,Dimension1,B,Dimension2) :-
    converts(A,Dimension 1, X, Dimensionx),
    not(equal(Dimension1, Dimensionx)),
    convert(X,Dimensionx,B,Dimension2).
```

```
/* find longest dimension of three passed in */
longest_dimension(Ht,Htunits,Hd,Hdumits,Dp,Dpunits,Len,Htunits) :-
    conver t/Hd, Wdmits, New.Wd,Htunits),
    comvert(Dp, Dpunits, New_Dp,Htumits),
    maximum(Ht, New_Hd, Max),
    maximum(Max, New_Dp,Len),!.
maximum(R,B,R) :-
    A>B,!.
maximum(R,B,B).
/* have match if within . }25\mathrm{ inches */
```



```
    comvert(R,A_Units, New. }A\mathrm{ , inctes),
    comvert(B,B_lnits, New_B, inches),
    comvert(C,C_Units,Nev_C, inches),
    comvert(D,D\\nits,Nem_D, inctues),
    ((New_D - Mew_C) < 0.25),
    ((New_D - New_S) > - O.25),!.
```



```
    comvert(A, AUlnits, New_A, inches),
    comvert(B,B_Units, New_B, inches),
    convert(C,C_Units,New_C, inches),
    comert(D,D|linits, Nem_D, inches),
    ((Nem_D - Men_B) ( 0.25),
    ((New_D - New_B) > - O.25),!.
```




```
    comvert(B,B &/ilits, Nem_B, inches),
    comvert(C, C_UMits,Nem_C, inches),
    comvert(D,D_Units, New_D, inches),
    ((Nem_D - Nem_&) ( 0.25),
    ((New_D - New_\Omega) > - 0.25),!.
```



```
    nl,write('Error! No match found during ram material calculations.'), fail.
/* routine to get member of list */
nember(Y, [X|L]).
nember(X,IY|L]) :- menber(X,L).
```

* routine to delete member of list */ delete(X,[], I1).
delete(X,[X|L],L) :- !.
delete(X,[Y|L],[Y|M]):- delete(X,L,M).
equal $(A, B):-B=A$.


## APPENDIX D

```
| ?- start.
check for house house 1
check for exterior exterior 1
check for roof roof1
check for face facel1
check for frame framel
    grade marks must be clearly visible on all framing
    menbers for inspection
check for sub_cover sub_cover2
check for sub_cover sub_cover I
    sub_cover sub_cover 1 meets requirements; allowed substitutes are:
    - tar_paper 1
    - tar_paper3
check for cover cover 1
check for face face12
check for frome frame2
    grade marks must be clearly visible on all framing
    members for inspection
check for sub_cover sub_cover 13
check for sub_cover sub_cover 14
    sub_cover sub_cover 14 meets requirements; allomed substitutes are:
    - tor_paper 1
    - tar_paper3
check for cover cover 12
```

```
check for room rooml
check for face facel
check for sub_cover sub_cover3
check for cover cover2
check for face face2
check for sub_cover sub_cover4
check for cover cover3
check for face face3
check for sub_cover sub_cover5
check for cover cover4
check for face foce4
check for sub_cover sub_cover6
check for cover cover5
check for face face5
check for frame frame3
    grade marks must be clearly visible on all framing
    nembers for inspection
check for sub_cover sub_cover?
check for cover cover6
    approved methods must be used for building masorry malls
    when outslde alr temperature drops below 40 degrees farenheit
check for face face6
check for frame frame4
    grade marks must be clearly visible on all froming
    members for inspection
check for sub_cover sub_cover8
```

```
check for cover cover?
```

approved wethods must be used for building masonry walls when outside air temperature drops below 40 degrees farenheit
check for indow window 1
check for pane pane 1
pane parnel passed quality check
check for sill silli
check for case case 1
check for face face?
check for frame frame5
grade marks must be clearly visible on all framing members for inspection
check for sub_cover sub_coverg
check for cover cover8
approved methods must be used for building masonry malls when outside air temperature drops below 40 degrees farenheit
check for door door 1
door door 1 passed - height
door door 1 passed - width
door door 1 passed - depth
check for face face8
check for frame frame 6
grode marks must be clearly visible on all froming members for inspection
check for sub_cover sub_cover 10
check for cover coverg
approved methods must be used for building masonry malls when outside air temperature drops below 40 degrees forenheit
check for face face9
check for frame frame?
grade marks must be clearly visible on all framing nembers for inspection
check for sub_cover sub_cover 11
check for cover cover 10
check for face face 10
check for frame frame8
check for sub_cover sub_cover 12
check for cover cover 11

Production Sequence Report for house I

```
    - house style is single_room
        and consists of [roofl, exteriorl, room1]
```

* 



```
*******************************************************
*
    comment : normal for each face listed
* *
```



| FFCE | $X$ | $Y$ | $Z$ |
| :--- | :--- | :--- | :--- |
| face 11 | - | - | - |
| foce 12 | 0 | 0.34 | 0.94 |
| face 1 | 0 | -0.34 | 0.94 |
| face2 | -1 | -1 | 0 |
| face3 | 0 | 0 | 0 |
| face 4 | 1 | 1 | 0 |
| face5 | 0 | 0 | 0 |
| face6 | 1 | 1 | 0 |
| face ? | 0 | 0 | 0 |
| face8 | -1 | -1 | 0 |
| face9 | 0 | 0 | 0 |
| face 10 | 0 | 0 | -1 |
|  | 0 | 0 | 1 |


ゃ
comment : erect fourdation and frame
*
*
frame8 assemble material type: concretel
frame 4
frame6
frame3
frame 5
frame?
frame 1
frame2
assemble
assemble
assemble
assemble
assemble assemble
assemble
material type: mood8
material type: moods
material type: mood8
material type: moods
material type: woods
material type: moods
material type: mood8

```
***********************************************
* comment : put door framing in place *
```

door 1 assemble material type: wood5
- attach to: face3 face?
- location relative to face?
Y coordinate 125 inches
$Y$ coordinate 0 inches
$Z$ coordinate 42 inches
*
*
comment : put indow framing in place
*

sill assemble vindow sill for: window 1
- attach to: face2 face6
- location relative to foces
Y coordinate 96 inches
$Y$ coordinate 0 inches
2 coordinate 66 inches

*
comment : put up exterior siding
*

sub_cover 10 assemb le sub_coverg assemble sub_cover8 assemble sub_cover? assemble cover6 assemble cover 7 assemble cover8 assemble coverg assemble
material type: sheath_paper24
material type: sheath paper 24
material type: sheath_paper24
material type: sheath-paper24
material type: brick 88
material type: brick 88
material type: brick 88
material type: brick88

```
****************************************桃***************
# comment : put up roof *
sub_cover 13 assemble material type: mood8
sub_cover2 assemble material type: mood8
sub_cover1 assemble material type: tar_paper2
sub_cover 14 assemble material type: tar_paper2
cover12 assemble material type: shingle12
cover1 assemble material type: shingle12
```



```
*
    comment : put up foces for eoch room
*
```



```
\begin{tabular}{lll} 
sub_cover 11 & assemble & material type: \\
sub_cover6 & assemble & material typard 78 \\
sub_cover4 & assemble & material type: \\
sub_covers & assemble & mardboard34 \\
sub_cover3 & assemble & material type:
\end{tabular}
```



```
*
                                *
    comment : build floor as last step
* *
```



```
sub_cover 12 assemble material type: hard_moody
```



```
*
                                *
    comment : put mindoms in place
* *
```



```
mindom1 complete using panel casel
```



```
*
    comment : put finish on windous and doors
*
```



```
\begin{tabular}{llll} 
sill1 & finish & paint17 & phite \\
door1 & finish & proint21 &
\end{tabular}
```


*
comment : put on door knobs and hinges *
*************************************************

| door 1 door 1 | assemble assemble | knob hinge | round 32 square3in |
| :---: | :---: | :---: | :---: |
| ********************************************* |  |  |  |
| * * |  |  |  |
| comment : put final paint on foces |  |  |  |
| * |  |  |  |


| cover 10 | paint | material type: | paint17 |
| :--- | :--- | :--- | :--- |
| cover3 | paint | material type: | paint9 |
| cover5 | paint | material type: | paint9 |
| cover2 | paint | material type: | paint9 |
| cover4 | paint | material type: | paint9 |
| cover 11 | paint | material type: | paint21 |

## Row Materials Report

| Ite | Cost | Units Required |
| :--- | :--- | :--- |
| door1 | $\$ 16$ | 1 |
| window1 | $\$ 30$ | 1 |
| concrete1 | $\$ 1737$ | 347.514 |
| mood8 | $\$ 3582$ | 434.194 |
| tar_poper2 | $\$ 841$ | 6.73333 |
| hardboord32 | $\$ 211$ | 1.54776 |
| hardboard34 | $\$ 147$ | 1.54722 |
| hardboard78 | $\$ 200$ | 0.694444 |
| nard_wood9 | $\$ 900$ | 75 |
| sheath_paper24 | $\$ 64$ | 0.850277 |
| shingle 12 | $\$ 2020$ | 1616 |
| brick88 | $\$ 4224$ | 3673.2 |
| paint9 | $\$ 8$ | 1.0317 |
| paint17 | $\$ 4$ | 0.551818 |
| paint21 | $\$ 12$ | 0.923095 |

[^1]Start Raw Materials Report ( $\omega /$ substitute)


```
**************************************
*
    Totol materiol cost is $14079
*
```



| sub_cover 1: substitute tar_paper 3 for tar_pap * <br>  |  |  |
| :---: | :---: | :---: |
|  |  |  |
| Rios Materials Report |  |  |
| 1 tem | $\cos t$ | Units Required |
| door 1 | \$16 | 1 |
| - indow 1 | \$30 | 1 |
| concretel | \$1737 | 347.514 |
| tor_paper 3 | \$370 | 3.36666 |
| 00008 | \$3582 | 434.194 |
| tor_paper 2 | \$420 | 3.36606 |
| hardboard32 | \$211 | 1.54776 |
| hardboard34 | \$147 | 1.54722 |
| hardboard78 | \$200 | 0.694444 |
| hard_mood9 | \$900 | 75 |
| sheath_poper 24 | $\$ 64$ | 0.850277 |
| shingle 12 | \$2020 | 1616 |
| brick88 | \$4224 | 3673.2 |
| paint9 | $\$ 8$ | 1.0317 |
| paint 17 | \$4 | 0.551818 |
| paint21 | \$12 | 0.923095 |




Total material cost is $\$ 13945$

[^2]sub_cover 14: substitute tar_poper 1 for tar_paper2 *
***********************************************************

Row Materials Report

| Iten | Cost | Units Required |
| :--- | :--- | :--- |
| door 1 | $\$ 16$ | 1 |
| Indow1 | $\$ 30$ | 1 |
| concrete1 | $\$ 1737$ | 347.514 |
| tar_paper2 | $\$ 420$ | 3.36666 |
| wood8 | $\$ 358$ | 434.194 |
| tar_paper 1 | $\$ 504$ | 3.36666 |
| hardboard32 | $\$ 211$ | 1.54776 |
| hardboard34 | $\$ 147$ | 1.54722 |
| hardboard78 | $\$ 200$ | 0.094444 |
| hard_mood9 | $\$ 900$ | 75 |
| sheath_paper24 | $\$ 64$ | 0.850277 |
| shingle 12 | $\$ 2020$ | 1616 |
| brick88 | $\$ 4224$ | 3673.2 |
| paint9 | $\$ 8$ | 1.0317 |
| paint 17 | $\$ 4$ | 0.551818 |
| paint21 | $\$ 12$ | 0.923095 |

[^3]| sub_cover 14: substitute tar_paper3 for tar_ * <br>  |  |  |
| :---: | :---: | :---: |
| Row Materials Report |  |  |
| 1 tew | $\cos t$ | Units Required |
| door 1 | \$16 | 1 |
| - indow 1 | \$30 | 1 |
| concrete 1 | \$1737 | 347.514 |
| tar_poper2 | \$420 | 3.36666 |
| 000088 | \$3582 | 434.194 |
| tar_paper 3 | \$370 | 3.36666 |
| hardboard32 | \$211 | 1.54776 |
| hardboard34 | \$147 | 1.54722 |
| hardboard78 | \$200 | 0.694444 |
| hard_mood9 | \$900 | 75 |
| sheath_paper 24 | \$64 | 0.850277 |
| shingle 12 | \$2020 | 1616 |
| brick88 | \$4224 | 3673.2 |
| paint9 | $\$ 8$ | 1.0317 |
| paintip | \$4 | 0.551818 |
| paint21 | \$12 | 0.923095 |
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[^0]:    A. ASSEMBLY

    What information is necessarily contained in the generated assembly instructions? That is product dependent. For example, when putting solder on an electrical connection, the type of solder used as well as the

[^1]:    * 

    Total material cost is $\$ 13996$

[^2]:    *     * 

[^3]:    ************************************
    *
    Total material cost is $\$ 14079$

    *     * 

    

